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Abstract

IN recent years we have been assisted by the rapid development of small, low-power,
and low-cost wireless computation/communication devices, which have served as
enablers for the so-called Internet of Things (IoT). Within the Internet of Things,

devices adopt wireless communication to cooperate to provide services and added value
to users, probably in large-scale dynamic environments. This type of device-centric
cooperation can be interpreted as social interaction between enabled devices instead of
between people. Smartphones and tablets are clearly the most widely-known examples
of such devices; however, there are also many others (e.g., home and office appliances
or wearable devices) and much more will be available shortly.

Devices that can connect to the Internet can exploit cloud-based services to enable
interaction in an IoT scenario. However, an Internet connection might not always be
available, or it might be too expensive to use. It is clear that within the Internet of
Things we cannot impose the requirement of having an always-on functional Internet
connection. Instead, we need to shift our focus to a new wave of interaction called
proximity-based interactions. Applications can benefit from this type of interaction
when users and devices are physically close to one another. They do not rely on an
Internet connection; instead, they operate in an infrastructure-less scenario, possibly
interacting in a peer-to-peer (P2P) manner. To enable proximity-based interactions,
devices should be equipped with one or more P2P communication protocols such as
Bluetooth, BLE, NFC, Wi-Fi Direct, 6LowPan, ZigBee, and ultrasonic.

Among P2P communication protocols for mobile devices, Wi-Fi Direct has recently
gained attention because it is widely available on smart devices, specifically smart-
phones, and also does not have the critical problems of traditional ad-hoc Wi-Fi such
as speed, security, stability, scalability, and power consumption. Although many works
have already tried to exploit Wi-Fi Direct in social interaction between proximal smart
devices, there is not any work that attempts to operate Wi-Fi Direct in large-scale dy-
namic application domains.

This thesis bridges this gap by proposing a middleware infrastructure, called MAG-
NET, that aims to provide reliable and stable P2P connectivity between large numbers
of smart devices in a dynamic environment without user intervention. The goal is to

I
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remove the known limitations and offer a better means to exploit this technology. This
goal is achieved by managing devices in several Wi-Fi Direct groups and ensuring that
each device is part of a Wi-Fi Direct group in any circumstance (i.e. saturation, mov-
ing, and failing). In the second step, MAGNET oversees inter-connecting Wi-Fi Direct
groups and provides multi-hop connectivity between a large number of devices. To
evaluate the effectiveness of MAGNET, a Wi-Fi Direct simulator has also been devel-
oped, called WiDiSi. The proposed solution has been tested on real Android devices
and the simulation environment. Realistic scenarios are utilized in the thesis to show-
case and evaluate the key features of the proposed solution. The evaluation results
illustrate the effectiveness of such a solution in providing a stable communication be-
tween a large number of mobile devices using Wi-Fi Direct.

II
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CHAPTER1
Introduction

In this chapter, we briefly define and elaborate on the concept of the Internet of Things
and introduce the scope of the work.

1.1 Internet of Things

In recent years we have assisted to the rapid development of small, low-power, and
low-cost wireless computation/communication devices, which have served as enablers
for the so-called Internet of Things (IoT). Within the Internet of Things, devices adopt
wireless communication to cooperate to provide services and added value to users.
Smartphones and tablets are clearly the most widely-known examples of such devices;
however, there are also many others (e.g., home and office appliances or wearable de-
vices) and many more will be available in the near future. Erikson [5] foresees, that
there will be more than 50 billion connected devices in 2020 that are interacting with
each other and will truly enable the Internet of Things. Fig. 1.1 illustrates such trends.

The Internet of Things promises to enable new and unforeseen scenarios in many
different domains. It will allow us to enhance logistics and public transportation, to
create smart exhibition centers and museums, to develop more efficient and effective
hospitals and offices, and to truly realize home automation and the promise of con-
nected cars. Fig. 1.2 illustrates the IoT in every aspect of our lives.

Researchers have described the concept of the IoT from various perspectives. For
instance, the Internet Research Task Force (IETF) [53] believes that the IoT will con-
nect objects around us “to provide seamless communication and contextual services
provided by them. Development of RFID tags, sensors, actuators, mobile phones make
it possible to materialize IoT which interact and co-operate with each other to make
the service better and accessible anytime, from anywhere.” A more detailed definition

5
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Figure 1.1: IoT — Explosion of Connected Possibility [1]

Figure 1.2: IoT — in every aspects of our lives. Picture is taken from [1]

6



i
i

“thesis” — 2017/1/17 — 22:54 — page 7 — #16 i
i

i
i

i
i

1.1. Internet of Things

has been stated by Vermesan et al. [84]. They defined the IoT as “a dynamic global
network infrastructure with self-configuring capabilities based on standard and inter-
operable communication protocols where physical and virtual ‘things’ have identities,
physical attributes, and virtual personalities and use intelligent interfaces, and are
seamlessly integrated into the information network. In the IoT, ‘things’ are expected
to become active participants in business, information and social processes where they
are enabled to interact and communicate among themselves and with the environment
by exchanging data and information ‘sensed’ about the environment, while reacting au-
tonomously to the ‘real/physical world’ events and influencing it by running processes
that trigger actions and create services with or without direct human intervention.”
Based on this definition, the Internet of Things could allow people and things to be
connected anytime, anyplace, with anything and anyone, ideally using any path/net-
work and any service(Fig. 1.3). This definition is also stated in the ITU vision of the
IoT, according to which: “From anytime, anyplace connectivity for anyone, we will
now have connectivity for anything” [84].

Anything

Any 
network

Figure 1.3: Internet of things — 6A connectivity

From the software perspective, regardless of the hardware exploited for connectiv-
ity and communication, the interaction can be either based on a fixed infrastructure
(possibly interacting via the Internet) or an infrastructure-less peer to peer(P2P) man-
ner. Devices that can connect to the Internet can exploit cloud-based services to enable
interaction in an IoT scenario. Such services can be of many different types: from
communication services to services providing remote control of physical objects, from
environmental data collection to analysis services, from personal fitness services to the
national health-care system, and many others. Although cloud-based interaction can
support a broad range of applications, the logical centralization and the intrinsic need
for Internet connectivity can hamper the realization of some significant IoT (Internet
of Things [56, 78]) scenarios. For example, so-called proximity-based applications
exploit a P2P communication paradigm and often do not require Internet connectiv-

7
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Chapter 1. Introduction

ity. The nodes (devices) that are part of the system only communicate with the other
nodes in their physical proximity and can possibly exploit multi-hop routing to enable
infrastructure-less communication between a large number of nodes.

In this thesis, we concentrate on the infrastructure-less communication and the prop-
erties and the challenges of such interaction between devices.

1.2 Problem and Research Questions

Many software systems for the interaction of people and things exploit the “usual”
Internet protocols and some centralized cloud-based services. However, an Internet
connection might not always be available, or it might be too expensive to use. This can
happen in many cases. For example, devices might need to operate where there is no
Internet connectivity (e.g., in isolated areas, on boats and airplanes, Fig. 1.4a), where
Internet access has been compromised (e.g., a disaster recovery scenario, Fig. 1.4b), or
where device density is compromising the use of the network (Fig. 1.4c). Moreover,
slow connectivity might also hamper device interaction (Fig 1.4d).

(a) A group of tourist in a desert may connect via a P2P com-
munication technology

(b) An earthquake in Nepal — first responders may search for
SOS signals

(c) Cellular network had been saturated when a large number of
users wanted to share images of a famous singer funeral in Iran
on November, 2014.

(d) An interaction between smartphone and large screens in a
exibition may need higher speed than the one provided by the
infrastructure

Figure 1.4: Connectivity in isolated areas (a), emergency situations (b), high density (c), or when a
special quality of service is needed (d). — Pictures (a) and (b) are taken from [15] and pictures (c)

and (d) are taken from Tasnim News Agency and CeBIT respectively

8
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1.2. Problem and Research Questions

Both industry and academia have presented different solutions to support infras-
tructureless social interactions. They are either user applications such as FireChat1,
which is a proximity-based messaging application, or middleware technologies such
as AllJoyn [20], IoTivity [44], or Google Nearby [39]. In addition to these industry-
supplied solutions, many other prototypal solutions enable the P2P social interactions
between proximal devices (e.g., [29, 30, 42, 60, 75, 90]) and exploit Wi-Fi ad-hoc, Wi-
Fi Direct, and Bluetooth. In chapter 2, a short survey discuss all these technologies
as well as the most promising wireless P2P communication protocols that can enable
proximity-based social interaction between smart devices.

Among P2P communication protocols for mobile devices, Wi-Fi Direct [2] was in-
troduced by the Wi-Fi Alliance in 2010 and, unlike Wi-Fi, does not depend on a fixed
access point (AP). It has longer range and higher speed than Bluetooth and also much
better power management [66] and security and connection reliability than traditional
Wi-Fi ad-hoc (iBSS) mode [86]. Moreover, unlike Wi-Fi iBSS, Wi-Fi Direct does not
require specific hardware requirements for operation [83, 88]. These characteristics
make Wi-Fi Direct a suitable candidate for many application domains such as mobile
social networking [87], file sharing [24], LTE offloading [23, 68–70], disaster recov-
ery [67], and inter-vehicular communications [41].

Although Wi-Fi Direct offers some powerful features for the discovery of and com-
munication between nearby devices, it has some critical limitations that prevent the use
of this technology in large-scale dynamic scenarios. The mobility of smart devices,
along with devices that disappear because they run out of battery, can make Wi-Fi Di-
rect connectivity unstable. In addition to this, there is a limit to the number of devices
that can be part of a Wi-Fi Direct group2, that is, that can be connected. This means that
as soon as a group becomes saturated, it cannot accept any additional member, which
would then be rejected. All these problems require human intervention to re-establish
broken connections or manage saturated groups.

Below we have summarized the current challenges of the exploitation of Wi-Fi Di-
rect in social interaction of smart devices, and the open research questions that we
address in this thesis:

Q.1 Is Wi-Fi Direct a suitable candidate to enable the proximity-aware interaction of
smart things in an IoT scenario? (Chapter 2)

Q.2 How is it possible to remove Wi-Fi Direct intrinsic limitations and exploit it to
connect a large number of devices? (Chapter 4)

Q.3 How is it possible to manage mobility in a Wi-Fi Direct network in order to offer
a stable connection to the application? (Chapter 4)

Q.4 How is it possible to test and evaluate the effectiveness of proposed solutions in
realistic large-scale dynamic situations? (Chapter 3 and Chapter 5)

To answer the first research question[Q.1], we performed a survey of the most
promising technologies that can support proximity-based applications, and discuss their
current strengths and weaknesses. This overview in Chapter 2 is a first step in helping

1https://firech.at
2Although the Wi-Fi P2P specification does not set any limit on the number of nodes in a group, recent versions of Android

APIs limit this number to four to maintain reasonable performance.
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Chapter 1. Introduction

developers choose the most appropriate technology stack for their applications, de-
pending both on the applications’ scenarios and on their functional and non-functional
requirements. This survey leads us to a proper communication technology for the so-
cial interaction of large-scale smart mobile devices. The second research question [Q.2]
emphasizes the limitations of Wi-Fi Direct protocol when facing a large number of de-
vices. Since a Wi-Fi Direct group can host only a few clients, a solution is needed
to manage connections when the number of devices passes the maximum number. The
third question [Q.3]. is related to situations where mobility of devices or device failures
may cause a whole group termination. The last question is about a suitable simulation
framework for realistic tests on a large number of devices with various mobility pat-
terns.

In this thesis, we answer all these questions by introducing a middleware infrastruc-
ture and a comprehensive simulation environment for the evaluation.

1.3 Research Objectives

The main research goal of this thesis can be summarized as follow:

A self-organizing distributed middleware infrastructure that aims to provide reliable
and stable P2P connectivity between large numbers of smart devices in a dynamic
environment without user intervention. The goal is to remove the known limitations
and offer a better means to exploit Wi-Fi Direct technology. Moreover, a simulation
environment is also required to evaluate the proposed solutions

The intrinsic limitations of Wi-Fi Direct specification prevent the use of this tech-
nology in large-scale dynamic application domains. One the one hand, the mobility of
devices, along with devices that disappear because they run out of battery or because of
unknown internal errors, will interrupt the connections. If a device gets out of the radio
range of the group, it will get disconnected. The situation is worse when the group
owner leaves the proximity of the group. In this case, the whole Wi-Fi Direct group
will be terminated. Moreover, when several unconnected devices come into proximity
with each other, a group owner election should be performed to choose one device as a
group owner and the others as clients. All devices should also be aware of unsuccessful
connection requests. All these events require user intervention to create a connection or
reestablish a broken connection. On the other hand, other limitations are related to situ-
ations where there are a large number of devices that want to form a solid P2P network.
The Wi-Fi Direct specification does not introduce any procedure for connecting a large
number of devices. To name a few, group saturation, multi-group connections, and
multi-hop communication are examples of such limitations. To the best of our knowl-
edge, there is not solution that addresses all these limitations and offers a concrete
solution for the application developer to exploit Wi-Fi Direct in large-scale dynamic
application domains.

1.4 Major Contributions

The major contributions of this thesis can be summarized as follows:

10
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X A comprehensive survey on all the key proximity-aware software technologies.
This overview is a first step in helping developers choose the most appropriate
technology stack for their applications, depending both on the applications’ sce-
narios and on their functional and non-functional requirements

X A self-organizing middleware infrastructure, called MAGNET, that provides re-
liable and stable P2P connectivity between large numbers of smart devices in a
dynamic environment. This middleware abstracts the multi-hop communication
process by autonomously maintaining connectivity between devices. MAGNET
also provides a discovery mechanism that exploits the MAC address of the differ-
ent devices or the services they offer.

X A research-oriented prototype simulator for Wi-Fi Direct networks, called Wi-
DiSi, that allows Android Wi-Fi Direct applications to be easily tested in large-
scale dynamic scenarios.

X Suitable abstractions, APIs, and documentation that help application developers
to integrate MAGNET easily and test their Android applications in the simulation
environment.

1.5 Thesis Structure

The thesis is constituted of six chapters. In this section, we give an overview of these
chapters.

Chapter 2 surveys the state of the art in the field of proximity-based applications. This is a
study on the most promising technologies that can support proximity-based appli-
cations, and we discuss their current strengths and weaknesses.

Chapter 3 describes WiDiSi, a research-oriented prototype simulator for Wi-Fi Direct net-
works. WiDiSi is provided as an extension of PeerSim, a widely-used, open-
source simulation framework for large-scale peer to peer networks. WiDiSi’s
main goal is to allow Android Wi-Fi Direct applications to be easily tested in
large-scale dynamic scenarios. In this chapter, we explain how WiDiSi was mod-
eled and present its general architecture. We also provide evaluation results that
show the correctness and the capabilities of the simulator.

Chapter 4 presents MAGNET, a novel middleware infrastructure that exploits Wi-Fi Direct
to provide a reliable and stable communication means for large numbers of mobile
devices. It also discusses the implementation details of MAGNET. In particular,
this chapter describes the implementation challenges and the way to overcome the
Wi-Fi Direct limitations.

Chapter 5 discusses the test scenarios. We tested MAGNET on both our simulator for Wi-Fi
Direct-based systems and on real Android devices. The evaluation results illus-
trate the effectiveness of the proposed middleware in discovering and maintaining
the connectivity in large-scale dynamic scenarios.

Chapter 6 concludes the thesis by listing the contributions. Furthermore, it discusses the
possible future work in this area.

11
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CHAPTER2
Proximity-Based Software Technologies

It is clear that with the Internet of Things we cannot impose the requirement of having
an always-on functional Internet connection. Instead, we need to shift our focus to a
new wave of IoT-enabled applications called proximity-based applications. Proximity-
based applications are applications that can be used when users and devices are phys-
ically close to one another. They do not rely on an Internet connection; instead, they
operate in an infrastructure-less scenario, possibly interacting in a peer-to-peer (P2P)
manner. They also naturally support context-aware applications, i.e., applications in
which the devices are aware of their surrounding environment, can gather information
from it, and have a lasting impact on it. Examples of such applications already ap-
pear in our every-day life. For example, smart television sets support P2P streaming
of media content from laptops and mobile devices; while proximity-based messaging
applications, such as FireChat1, allow users to communicate in crowded areas without
Internet access.

Unfortunately, these services typically rely on ad-hoc communication solutions and
are difficult to combine and integrate into new services. A common, extensible, and
interoperable middleware that can support the interaction of devices (services) that are
within proximity of one another without using the Internet is needed. Fortunately,
some first steps in this direction have already been made, both in terms of standardized
communication protocols and middleware infrastructures.

In this chapter, one the one hand, we provide an informed look at the most promis-
ing communication protocols and middleware infrastructures, and analyze their current
strengths and weaknesses. On the basis of this analysis, we then discuss and compare
the different technologies, to help developers choose the ones that are more appropri-
ate according to their application scenarios, and to their functional and non-functional

1https://firech.at
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Chapter 2. Proximity-Based Software Technologies

requirements. On the other hand, we also introduce the related works in the literature
and discuss their limitations in our working environment. At the end of this chapter, we
expect that the reader get familiar with the key technologies and protocols that enable
the proximity-based interaction and understand the limitations of the exploitation of the
current solutions in large scale dynamic application domains.

The rest of this chapter is organized as follows. Section 2.1 provides some detailed
examples of proximity-based applications. Section 2.2 describes the current crop of
standardized communication protocols that can be used in proximity-based applica-
tions. Since the rest of this thesis is based on the Wi-Fi Direct, it has been explained
in greater details than the other protocols. In Section 2.3 we describe the most promis-
ing middleware infrastructures for proximity-based applications while section 2.4 com-
pares and discusses the different technologies.

2.1 Definition

Proximity-based applications leverage information and functionality from the surround-
ing space. To do so, they need to be able to discover what information and services are
provided by the proximal devices. Being able to collect proximity-based information is
essential for the creation of truly context-aware applications.

After discovery has been carried out, proximal devices can connect and interact in a
seamless way. The objective is to create a viable P2P communication network for the
application, one that will be able to adapt to the users’ mobility, and cover scenarios
where new peers can appear or disappear without notice.

For example, traditional social networking applications use the Web to create and
maintain social connections among people, such as friends, family members, and col-
leagues. These connections persist across space (e.g., the people are physically far away
from one another), and across time (e.g., people connect at different times). The intro-
duction of proximity-based communication will open new scenarios for existing social
networks and enable the creation of applications that discover and create (temporary)
connections with nearby people. For example, people in a party can discover other
people with similar interests, or by publicly advertised social profiles. In a business fair
or a conference, business connections can be created to foster constructive interactions.
Furthermore, these kinds of applications will be able to operate even when The Internet
is not available or overloaded; so, for example, they could be used by users that are
traveling on a train or at a concert.

Scenarios involving public security and disaster recovery require that selected de-
vices be able to interact promptly when Internet-based connectivity is not available.
Proximity-based applications can play a crucial role in this domain. For example, users
could notify their presence within a given proximity, and be located faster by first re-
sponders. Officials could also use proximity-based applications to exchange public
safety information reliably.

More in general, one can highlight the positive impact that the use of proximity-
based connections has on security and privacy. Indeed, to attack a proximity-based
connection, the attacker needs to be in the proximity of the devices; this is not neces-
sarily a requisite when attacking a device that is connected to the Internet.

The introduction of proximity-based applications also opens new scenarios for ad-
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2.2. Communication Protocols

vertising. Users might be notified of the presence, within a store, of someone that
matches their preferences or needs. Retail shops and restaurants might decide to pro-
vide limited offers and coupons on the basis of the clients currently on their premises.
This technology can also help spread detailed information about the products in a su-
permarket, and let users make a more informed decision on what items to buy.

More generally, proximity-based capabilities can turn passive and static entities into
active and dynamic ones that are able to act and react according to the different con-
texts and situations. This is imperative in many scenarios that address advanced logis-
tics where transported goods can announce themselves and create ad-hoc networks to
exchange information about their status and needs. For example, they might exploit
these networks to notify anomalous conditions (e.g., a temperature is too high, or tanks
storing incompatible substances are positioned too close to one another).

2.2 Communication Protocols

This section provides an overview of the different network layer protocols that can
be used to develop proximity-based applications. The selection is based on two main
criteria: 1) proximity awareness, and 2) being widely available in smart devices, spe-
cially smartphones. Among these protocols, we have chosen Wi-Fi Direct because of
its interesting features. These features have been discussed in detail in section 2.2.1.

2.2.1 Wi-Fi Direct

Wi-Fi Direct2 [2] is a technology that was introduced by the Wi-Fi Alliance in 2010 as a
complementary technology to traditional Wi-Fi ad-hoc; it allows Wi-Fi enabled devices
to communicate with each other —at regular Wi-Fi speeds and ranges— without having
to depend on a fixed access point (AP). Wi-Fi Direct improves Wi-Fi ad-hoc by means
of WPA2 (Wireless Protected Access) security, power management protocols, and the
use of the full communication range and speed of IEEE 802.11 a/b/g/n. Scalability and
stability have also been improved by introducing the role of Group Owner, which acts
as access point In Wi-Fi Direct. Any enabled device can play the role of AP, and if
so is called group owner. The group owner provides the communication infrastructure
for all the other devices within its range. Nowadays Wi-Fi Direct can be found on
all the major OS platforms, although to various degrees of implementation. While
Android provides a full Wi-Fi Direct implementation, iOS devices can exploit Apple’s
Multipeer Connectivity framework [50] to send message-based data, streaming data,
and resources (such as files) to other iOS devices.

The operation of a Wi-Fi Direct network is organized around four distinct features:
discovery, group formation, communication, and power management.

Device and Service Discovery Wi-Fi Direct follows a two-step asynchronous device/ser-
vice discovery scheme. During the first step –called the searching phase– a device
broadcasts a request for the MAC addresses of all the devices that are within its range;
all the available 802.11 channels (channels 1, 6, and 11) are used. During the sec-
ond phase –called the listening phase– it waits for their responses. During this second

2Wi-Fi Direct and Wi-Fi P2P are used interchangeably in this thesis. Wi-Fi Direct is the commercial name while Wi-Fi P2P is
the technical name used in the specification and in Android developer website
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Chapter 2. Proximity-Based Software Technologies

phase, the devices can optionally issue a second request to the discovered peers, to ob-
tain their service information. Figure 2.1 illustrates the sequence diagram of a Device
and Service Discovery procedure between two P2P devices.

Figure 2.1: Example Device and Service Discovery procedures for a P2P Device

Asynchronous discovery means that the devices are not aware of the proximal de-
vices that may be advertising their presence. According to this mechanism, two devices
can only find one another if, at the time one device is listening on a channel, the other
is advertising its presence on that same channel. Devices continuously alternate their
searching and listening states, and remain in a given state for a randomly-set amount of
time, typically between 100ms and 300ms. This type of advertisement and discovery,
in addition to the signal congestion when several devices advertising at simultaneously,
cause high uncertainty about the time needed for a device to discover the others in
proximity.

Asynchronous discovery is considered to be quite slow; experimental results from
Qualcomm show that they were able to discover 369 devices in 82 seconds [51]. This
is slow if compared to LTE Direct’s discovery, which can discover up to 7200 devices
in less than a second. The main difference is that LTE Direct’s discovery is synched
with the operator’s base stations. This means that LTE Direct devices know when they
should be listening and when they should be advertising.

On top of device discovery, Wi-Fi Direct also supports service discovery, i.e., a
means to discover the application-level functionalities that are provided by the proxi-
mal devices. Service discovery is based on the Generic Advertisement Service proto-
col (GAS, [25, 72]). Thanks to this protocol devices can exchange information about
application-level services at the OSI data-link layer. In practice, this means being able
to discover proximal services even before a connection is created with a specific device.
In this thesis, we utilized this feature of Wi-Fi Direct advertise and discover device’s
relevant information before connecting them to each other.
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Discovery is periodically repeated to keep the list of proximal devices and services
up-to-date, since Wi-Fi Direct does not support automatic notification of devices that
leave the proximity or simply fail. In theory, each device should be able to discover any
other device/service in its 200-meter radio range. However congestion, signal blockage
due to physical obstacles, or noise may decrease the range or the number of discovered
elements.

Group formation The topology of a Wi-Fi Direct network is similar to a traditional Wi-
Fi network, with the group owner playing the role of the AP. This allows the topology to
also support the connection of legacy Wi-Fi devices. In Wi-Fi Direct proximal devices
negotiate the role they play: one of them becomes the group owner while the others
become clients. This can be achieved in one of the following three ways:

• Standard way: this approach exploits device intention values, i.e., the devices’
willingness to become the group owner. In this approach two devices exchange
their intention values, and the one with the highest value becomes the group owner.
If they have the same intention value a tie-breaker bit is used. Once the group
owner has been identified, the other proximal devices can send connection re-
quests to become a part of the group, or the group owner can send invitations to
unconnected devices.

• Persistent way: the election of the group owner is similar, but negotiating devices
save their credentials so that they can recreate the same topology in the future,
without re-performing the negotiation phase.

• Autonomous way: a device can decide to act as the group owner without going
through negotiation, and then send out invitations to the unconnected devices.
This type of group formation is faster than the standard way since it does not
involve long scanning and probing activities [32].

A group owner can invite other unconnected Wi-Fi Direct devices to join the group,
unconnected devices can send a request to a group owner to join the group, or a con-
nected device can invite an unconnected one to join the group. Moreover, some clients
can act as legacy ones and try to join a group as if they were joining a “regular” Wi-Fi
network: the owner is nothing but the access point they connect to.

The above-mentioned requests may not turn into successful connections due to many
reasons: congestion, that is, several requests at the same time, group saturation, or
because of power save mechanisms. The application that would like to become part of
a group is in charge of checking if the connection has been established or it must send
another request.

A single device can also play both the role of a client and a group owner at the same
time using radio time sharing, or by means of two separate frequencies if the device
has multiple physical radios [33]; however, it has not been discussed in the Wi-Fi direct
specification and it is not allowed in Android. Once a device becomes the group owner,
the role cannot be transferred to other members. This means that whenever the group
owner leaves the group or is disconnected, the entire network becomes corrupt. The
remaining clients have to restart a new election process and find a new group owner.

A device can operate concurrently on a Wi-Fi Direct network and a “standard” Wi-
Fi one. The concurrent operation requires a device to support multiple MAC addresses.
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Chapter 2. Proximity-Based Software Technologies

As an example Figure 2.2 shows a P2P concurrent device that has one MAC address
operating as a Wireless LAN stationary and the second MAC address operating as a
P2P device. The dual MAC functionality can be provided via two separate physical
MAC entities each associated with its own PHY entity, two virtual MAC entities over
one PHY entity, or any other approach. Implementation of multiple MAC functionality
has not discussed in the Wi-Fi P2P specification [21].

Wi-Fi Direct 
Connection

Wi-Fi Connection

P2P 
Device

P2P 
Concurrent 

Device

P2P Device

W
LA

N
-STA

Access Point

P2P Group

WLAN BSS

Figure 2.2: P2P Concurrent device

Theoretically, the maximum number of devices per group is only limited by the
number of available IP addresses. However, in practice, each access point can only
support tens of devices before saturating its resources. In an experiment [6] on a Cisco
AP3602i access point, the maximum number of clients was between 16 and 51, based
on the tested application scenario. Experiments in Wi-Fi Direct scenarios show that
this number is even lower [2]. Of course, if the devices do not send and receive data
frequently, less congestion occurs, and more devices can connect.

Communication As soon as a group exists, the owner activates a DHCP server and
the clients activate DHCP clients. Then, the group owner can create a TCP server
socket to enable communication.TCP and UDP are both allowed. It is not necessary
that the group owner becomes the server. TCP/UDP connection can also be created
between two clients in the same group and not necessarily between group owner and
clients. However, the exact form of communication depends on the actual implementa-
tion of the protocol. While Android provides a full implementation that includes socket
communication, iOS devices can also exploit the proprietary Multipeer Connectivity
Framework [50] to exchange messages, resources (e.g., files), data streams with other
iOS devices3.

Power Management Power management supports power-save mechanisms for both own-
ers and clients. This mechanism allows group owners to be absent for defined periods.

3In this moment, iOS does not support Wi-Fi Direct communication with other platforms like Android.
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Also, it supports opportunistic power save that allows a owner to gain additional power
savings on an opportunistic basis and supports notice of absence that allows owners to
inform clients about the time they will be in power-save mode. Note that legacy clients
are not aware of these features and any mechanism that alters the availability of the
access point (i.e., the group owner) may result in undesirable consequences. Moreover,
power management reduces P2P Device availability and therefore impacts the discov-
erability of that P2P Device [21].

2.2.2 Bluetooth Low Energy

Bluetooth is a packet-based protocol for short-range wireless communication between
enabled devices. Starting with version 4.0, the Bluetooth specification introduced a
light-weight version of the stack called Bluetooth Low Energy (BLE). Its main focus
was low-power consumption, and it was not backward-compatible with previous ver-
sions of the protocol. BLE has increasingly gained popularity in the context of IoT and
proximity-based interaction, due to the fact that it can easily be supported by very small
devices. Nowadays BLE can be found on all the major OS platforms.

BLE device discovery is typically used in two different ways. One way is to consider
discovery as a preliminary step before initiating a connection with a device.

The second way is to have a BLE device advertise small portions of information to
whoever is listening in its proximity, without following this up with direct connections.
Instead, the advertised information could be used by the listener to gather application-
specific information –maybe from a remote cloud service. For example, an application
could detect that the user has entered a room by listening to the unique id of a beacon
that was previously associated with that space.

Service, or application-level, discovery is supported, but in a limited fashion. De-
vices can advertise one or more profiles, which can then be used to identify the device’s
behavior, its data formats, and how to create an application-level connection. To favor
interoperability between different devices and applications, the specification provides a
list of standard profiles 4, yet new ones can also be created.

BLE-connected devices follow a piconet structure [91]. One device plays the role
of central (master), and can accept up to seven other devices called peripheral (slaves).
Each slave can only send and receive data to and from the master, and the master is
responsible for preventing collisions by defining time slots for communicating with
the different slaves. For example, a smartphone can play the role of the master by
connecting to different BLE sensors acting as slaves. The smartphone is a client when
it gets data from the sensors, but it becomes a server when it sends commands and
updates to them.

Several piconets may coexist within the same area, at the same time, with minimal
interference. A device that is interested in connecting to another device is called an ini-
tiator; it starts by sending a connection request. After a slave has accepted the request,
a connection can be established, and the initiator becomes the master of the piconet.

Once a connection is established, BLE data attributes can be exchanged using the
GATT (Generic ATTribute) architecture over the Attribute (ATT) protocol transport. A
GATT server receives requests from clients, and responds. It is responsible for storing

4https://developer.bluetooth.org/TechnologyOverview/Pages/Profiles.aspx
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and making user data attributes available to all the networked clients. Every BLE net-
work needs to have at least one GATT server. However, the GATT server and client
roles are independent of the piconet’s master and slaves.

Each GATT attribute is identified by a Unique Identifier (UUID), and is organized
into characteristics and services. A characteristic represents a single value that the
client will be interested in reading or writing. Descriptors can be associated with char-
acteristics to provide additional information (e.g. the unit of measurement begin used or
a maximum value). Services, on the other hand, are collections of characteristics. For
example a Heart Rate service might have three characteristics: a Heart Rate Measure-
ment, a Body Sensor Location, and a Heart Rate Control Point so that the information
can be logged to a control behavior server. A GATT server contains all the available
services that can be discovered by a connected device. Figure 2.3 illustrates the data
hierarchy introduced by GATT.

GATT server

Service

Service

Characteristic 

Descriptor

...

Characteristic 

Descriptor

...

Characteristic 

Descriptor

...

...

...

...

Figure 2.3: GATT data hierarchy [82]

Finally, a Bluetooth network can increase the number of nodes in a master/slave
structure by forming a scatternet [3]. This allows us to remove the limit of connected
nodes, which is eight in a regular Piconet (i.e., one master and seven slaves). This is
achieved by having some of the slaves participate in more than one piconet. However,
forming the Scatternet may reduce performance as shown in [22,28,58,91]. Moreover,
a Scatternet does not imply any network routing capability [31], which would need to
be provided by higher-level layers.
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2.2.3 LTE-Direct

The LTE (Long-Term Evolution) standard was developed by the 3GPP consortium as
a wireless high-speed mobile communication solution. Starting from release 12 it sup-
ports proximity-based discovery and device-to-device (D2D) communication under the
name of LTE-Direct. LTE-Direct operates in a licensed spectrum, allowing it to pro-
vide high communication performance and reliability. Unlike Wi-Fi Direct and BLE,
proximity-based discovery and D2D communication are mediated by the mobile op-
erator, which authorizes and controls the interactions. In other words, LTE Direct is a
network-assisted D2D communication technology [55,89]. Compass.to 5 is the first ap-
plication to ever showcase the features and potential of LTE Direct. It was presented at
the Qualcomm booth at CES 2015 Las Vegas [8]. Moreover, Qualcomm has conducted
various technical trials in cooperation with Deutsche Telekom and Huawei. These trials
were aimed at testing the discovery performance of LTE Direct on Qualcomm prototype
devices using Huawei’s infrastructure [51].

Advertising and discovery in LTE-Direct focus on proximity services (also called
ProSe), rather than on devices. Mobile applications can use LTE-Direct to announce
their own application-specific services, as well as discover services provided by others.
The discovery mechanism is highly battery-efficient and can be continuously active in
the background. It is also highly scalable and can support some 1000 devices in a 500
meter range [51].

Discovery is controlled by the mobile operator through what is called a base station
or cell tower (Fig. 2.4). To initiate proximal discovery an authorized application must
send an advertisement request to the mobile operator’s base station. Discovery is based
on the notion of expressions: they act as filters that allow an application to monitor, and
be notified by, services that satisfy the specified condition. An expression can be the
application’s id, or it can exploit application-dependent information, such as identity,
location, a topic of interest (e.g. photography, sushi bars, etc.), or the content of a social
network profile. Expressions can be private, and, therefore, discoverable only by certain
users and applications, or public with the aim of reaching all devices. Expressions are
represented by 128 bit codes, and managed by the Expression Name Server (ENS),
which may also contain additional metadata regarding the associated service.

Once a service has been discovered, direct communication is pursued between the
service provider device and its clients. The goal of device-to-device (D2D) commu-
nication is to leverage device proximity to reduce the traffic from the devices to the
mobile operator’s base station. Direct communication after discovery in LTE-Direct is
still under development. Device to device communication for commercial applications
has not been standardized in 3GPP yet. For now, only communication for public safety
applications has been standardized in 3GPP release V12.0.1 [18]. This kind of commu-
nication, which is performed by broadcasting or group-casting to the proximal devices,
is available both in in-coverage and out-of-coverage scenarios. These two scenario’s
are explained below.

Two scenarios are provided to support D2D communication: in-coverage, and out-
of-coverage/ partial-coverage(Fig. 2.5). The in-coverage scenario is activated when
both devices can be reached by single or multi LTE cell tower(s). This scenario sup-
ports communication for both commercial and public safety applications. The cell

5http://www.compass.to/
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Figure 2.4: LTE and LTE Direct network topology

tower has the role of timing, radio resource allocation (to LTE Direct), as well as user
authentication.

The out-of-coverage (and partial-coverage) scenario is only allowed for public safety
applications. It supports non-mediated D2D communication, meaning that the LTE cell
tower does not need to be available. Therefore, it is suitable for scenarios in which the
mobile network is disrupted.

Figure 2.5: LTE D2D Scenarios [18]

Qualcomm provided LTE Direct trial SDK package for Android and iOS. This LTE
Direct SDK Test packaging provides support for developing Android and iOS prox-
imity apps using LTE-Direct over BLE. Android or iOS Apps will communicate with
LTE-Direct enabled Dongle through Bluetooth technology [16]. This dongle is an An-
droid Kitkat handsets with LTE-Direct capable radios.

2.2.4 Thread and 6LowPAN

Thread [17] is a self-healing mesh networking protocol that targets smart home applica-
tions; it was introduced by Google’s Nest Labs in 2014. This technology is based on the
6LowPAN communication protocol, and employs the IEEE 802.15.4 communication
standard, which was specifically designed for low-rate, low-powered Wireless Personal
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Area Networks. Thread employs UDP over IPv6, meaning devices can communicate
with one another, access services in the cloud, or interact with the user through Thread-
based mobile applications. Finally, distance-vector routing is employed. Fig. 2.6 illus-
trates the Thread stack.

PHY

MAC

6LowPAN

IP ROUTING

UDP

Application

IEEE 802.15.4

Thread

Figure 2.6: Basic Thread Communication Stack [17]

Thread-enabled devices can form a mesh network. To be able to self-heal and pro-
vide reliable communication, these devices should play different roles as shown in Fig.
2.7. These roles are: End Devices –also called Leaf or child devices–, parents –also
called Routers–, Border-Routers, Reeds, and the Leader. Different roles have dif-
ferent responsibilities in performing the self-healing, connecting the network to the
Internet or another network or routing the package to the destination. These roles are
explained below.

Wi-Fi 
Access 
Point

Internet

Wi-Fi Link IPv4 or IPv6

6lo Link

6lo Sleepy Link

Leaf

Router

Border Router

REED

Leader

Figure 2.7: Basic Thread Network topology [17]

Leaf devices are battery-critical devices that do not participate in routing and pack-
age forwarding. Indeed, they are asleep most of their life, and they only wake to send
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and event or to (periodically) check whether there is an event for them. Events for
sleeping devices are momentarily held by the end device’s parent.

Routers are always-on devices that are responsible for providing routing services to
network devices. There is a limit of 32 active routers, in order to reduce bandwidth and
RAM consumption [17].

A router can also be a Border Router, and therefore provide connectivity from
6LowPAN networks to adjacent networks using other physical layers, such as Wi-Fi.

When needed routers can downgrade their functionality and become REEDs (Router-
eligible End Devices); this might be necessary if the number of available router devices
increases. REEDS can resume their router capabilities if other active routers leave the
network or fail; therefore, they can be considered to be backup routers. They behave as
true end devices, but also listen to routing messages; so that when they go back online
as routers they are up-to-date.

In a Thread network, one router plays the role of a leader. This Leader is required
to make decisions for the network. For example, the leader assigns router addresses
and manages new router requests.

In a Thread network roles and functionalities are defined so that there is no single
point of failure. If a leader fails, or the network becomes fragmented, another router or
border router autonomously becomes the new leader. If a router leaves the network, a
REED will substitute the router, and the other routers will update their routing tables
accordingly. Fig. 2.7 illustrates the network topology in Thread.

2.3 Middleware Technologies

This section provides an overview of the different middleware infrastructures that can
be used to develop proximity-based applications. These middleware infrastructures
are either industry-driven, such as AllJoyn, IoTivity, and Google Nearby, or solutions
provided in the literature. At the end of each section we provide a brief summary
and explain what aspects our proposed solution differ from the mentioned middleware
infrastructure.

2.3.1 AllJoyn

AllJoyn is an open-source project that is developed by the AllSeen Alliance6. It is
a platform-neutral software development framework that provides an environment for
sharing resources and services across different transport layers, platforms, and operat-
ing systems. AllJoyn enables proximity service discovery, security, pairing, and mes-
sage delivery. It can be run both on powerful devices, such as personal computers and
mobile phones and on low-memory devices such as Arduino boards.

AllJoyn’s architecture is a backward-compatible extension of D-Bus [37], the Linux
inter-application communication protocol. This architecture favors interoperability by
abstracting the communication to a level that is independent of the adopted network
layer. To communicate over an AllJoyn bus, each device must run a daemon that acts
as a local router and namespace service (see Fig. 2.8). Thanks to the daemon one can
deliver messages to other daemons running on other devices, as well as to services that

6https://allseenalliance.org/.
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are being run on that same device. To connect to the daemon, each application creates
a unique bus attachment.

B B B B B

D D

A A A A A
A

B

D

Application

Bus Attachment

Daemon

Wireless 
Connection

Software Bus

Device 1 Device 2

Thin Client

A

Figure 2.8: AllJoyn Bus Architecture

AllJoyn supports low-memory devices through the notion of a thin client. In this
case the device does not run a local daemon; instead, the thin client must rely on a
daemon that is running on some other node. This introduces some limitations. The thin
client is typically run on an embedded device with a single thread, making it difficult
to achieve online device detection, and to react to the device going offline abnormally.

Discovery in AllJoyn is exclusively performed at the service level, i.e., it allows us
to discover the services that each AllJoyn application is offering through the bus. An
application that wants to advertise its presence through AllJoyn starts by creating a bus
attachment. This results in the creation of a unique identifier (UID) for that particular
application. The advertisement is then achieved by registering an about announcement
with the framework. This announcement provides a consistent set of metadata about
the application that is being advertised, and can contain information such as the appli-
cation’s name, its version, its supported devices, and the interfaces it provides.

Clients discover applications by receiving the about announcements, after which
connections can be established. AllJoyn also provides a mechanism through which one
can be notified by only those applications that are deemed of interest. This is achieved
by creating an observer object on the bus attachment that contains the interfaces to be
discovered.

Application-to-application communication is enabled by BusObjects. These are ab-
stractions that are registered with the bus attachment, and that expose interfaces for in-
teraction. A BusObject interface can contain methods, properties, and signals. AllJoyn
is fundamentally object-oriented. BusMethods allow a remote entity to call a method
on a BusObject; BusProperties consist of data that are contained within the BusObject,
and that can be remotely set and read; finally, BusSignals are AllJoyn’s means to enable
asynchronous notifications of event or state changes in a BusObject.

Once two applications have completed the discovery phase, they can initiate commu-
nication by creating a session. Sessions can be point-to-point or multipoint to support
group communication. Once a connection has been established, the client application
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creates a ProxyObject to interact with the corresponding remote BusObject. The inter-
action is then achieved using Remote Procedure Calls.

Although AllJoyn offers interesting solutions for networking, mobility, security, and
dynamic configuration, it does have some weaknesses. First of all, it lacks scalability;
in fact, it does not support communication between devices that belong to different
broadcast domains (i.e., belonging to different subnets). Second, AllJoyn cannot man-
age the case in which the number of devices on a Wi-Fi Direct network exceeds the
group’s capacity. Moreover, it does not provide any real-time analytics capabilities.
An enormous amount of data may be generated and shared through the bus when the
number of connected devices and/or the information acquisition frequency increases.
This can make data management very hard to achieve [85]. Last, AllJoyn could be
used on top of Wi-Fi Direct, but it does not provide any mechanism for autonomous
group formation or failure management. User intervention is necessary to reconnect the
failed device to a Wi-Fi Direct network. This is where MAGNET contributes innovative
solutions.

2.3.2 IoTivity

IoTivity [44] is an open-source software framework sponsored by OIC, the Open In-
terconnect Consortium7. It provides a device-to-device communication layer for the
Internet Of Things. The project is still in an early phase. Nevertheless, it already
provides important features such as discovery, connectivity, security, resource manage-
ment, group management, and plugin extensions.

The framework provides a communication infrastructure for devices with limited ca-
pabilities, called constrained or lite devices, as well as for more traditional devices such
as smartphones, tablets, and laptops, generically called unconstrained or rich devices.
Similarly to AllJoyn, lite devices in IoTivity rely on rich devices for operation.

IoTivity utilizes a distributed Bus architecture, called the Base, to provide both com-
munications between devices, and communication between applications that reside on
a single device. The Base provides Messaging (CoAP over TCP), Security (DTLS),
Multicast Discovery, and Connectivity abstractions (Wi-Fi, BLE, Bluetooth abstraction
with CoAP). All IoTivity devices are participating in the distributed implementation of
the Base.

The Base provides C-based APIs for applications on Lite devices and a richer service
layer for Rich devices. The service layer provides features such as resource manage-
ment (group control and device configuration), data management (sensor management
and message translation between different protocols), and low-power management. The
service layer provides Java, C++, and Web APIs for end-user applications. Moreover,
it offers a plugin for non-OIC devices, so that they can communicate with OIC de-
vices [36]. Fig. 2.9 illustrates IoTivity’s general architecture.

Devices are logically represented as resources; they can be discovered, and they can
interact with other constrained or unconstrained devices. Resources are organized in
a hierarchical tree, both to group similar resources and to define their management.
Indeed, parent resources are given the capability of controlling their children resources.
As an example, a health monitor system might be a parent resource while its different

7http://openinterconnect.org/.
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Figure 2.9: IoTivity Architecture

sensors would be its children. Resources can contain attributes that are values that other
devices can remotely read or update.

Resources are organized following a REST-like architectural pattern. Each resource
is identified by a URI that follows the CoRE (Constrained RESTful Environments)
format 8. Resources interact with each other by following the OIC protocol, a protocol
that is similar to HTTP and CoAP (Constrained Application Protocol 9).

An application that wants to advertise a resource needs to register it within the
framework. Once a resource has been registered, other devices can discover it through a
procedure that operates by sending a multicast GET request that specifies the resource’s
type. Resources belonging to that type will send an acknowledgment back to the caller.

Once a resource has been discovered, two main types of interaction become possible.
On the one hand, the application can read (through a GET request) or update (through
a PUT request) the resource state. On the other, resources can be defined as observable.
In this case, client applications must declare their interest in observing the state of the
resource; as a result, they will be notified if the resource’s state is updated.

Fig. 2.10 shows an example scenario for IoTivity in which a Soft Sensor Manager
(SSM) is provided in the service layer’s Data Management module. A soft sensor is
an abstraction of a physical sensor that is responsible for collecting and manipulating
sensor data for applications [54]. The SSM provides a service through which one can
submit query statements about soft sensor data (e.g., temperature, humidity, or gyro
sensors); the results of these queries are provided through the IoTivity Base using Con-
text Query Language (CQL) [14].

8https://datatracker.ietf.org/doc/rfc6690/
9http://datatracker.ietf.org/doc/rfc7252/
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Figure 2.10: SSM Context Diagram [54]

Similar to AllJoyn, IoTivity acts as an enabler for the seamless device-to-device
connectivity. The current release of IoTivity supports only Wi-Fi and Bluetooth, but in
theory, it could also exploit Wi-Fi Direct. However, it does not provide any mechanism
for autonomous group formation or failure management. Moreover, it cannot manage
the case in which the number of devices on a Wi-Fi Direct network exceeds the group’s
capacity. This is where, together with the smart management of failures, MAGNET
contributes innovative solutions.

2.3.3 Google Nearby

Nearby10 is a publish/ subscribe middleware technology for Android and iOS platforms
which is introduced by Google in 2015. The aim of this technology is to build simple,
interoperable interactions between nearby devices. Applications can share messages
and create real-time connections between nearby devices by using two distinct API:
Nearby Message API and Nearby Connection API.

Nearby Message API

With the help of Nearby Message API, the proximal Android or iOS devices,
which are connected to the Internet but not necessary are on the same network, can
exchange small payloads11 of data utilizing publish/ subscribe paradigm. A publishing
application should first make a request to the message server to associate the message

10https://developers.google.com/nearby/
11Although the Maximum size of the payload is limited to 100 KB, Google recommended to keep the size below 3 KB to

maintain good performance
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with a unique-in-time pairing code called token. After the token is associated, the
publishing device uses a combination of Bluetooth, BLE, Wi-Fi and near-ultrasonic
(inaudible) audio [63] to make the token detectable by nearby devices. A subscribing
application should also associate its subscription with a token and uses a mix of the
above technologies to send its token to the publisher, and to detect the publisher’s to-
ken. After a token is detected by either mentioned technologies, the application should
report it to the server. The server facilitates message exchange if the tokens of two de-
vices are the same and the API keys used by the calling applications are associated with
the same project in the Google Developers Console12. Moreover, using the Nearby
Message API, an application can subscribe to BLE beacon messages using the same
mechanism that is used to subscribe to messages published by other nearby devices.
Fig.2.11 illustrates the above message exchange mechanism which is being employed
by the Nearby message API.

Message Server

1

Publishing 
Device

Subscribing 
Device

01010

01010

01010

2

3

4

5

Internet connection

Proximal connection
(Bluetooth, BLE, Wi-Fi, Ultrasonic)

The payload

01010 The associated token

Figure 2.11: Nearby Message API overview

The developer can only call publish() and subscribe() methods. The token associ-
ation, advertisement, and discovery are transparent from the developer point of view.
By default, token broadcasting and scanning is done on all the available mediums in a
device. However, it is possible for an application to control the set of mediums used for
device discovery, and whether the mediums are used to broadcast tokens and/or scan
for tokens. Because of high usage of radios and sensors in Nearby message communi-
cation, an active publish/ subscribe will cause an application to consume battery up to
three and half times the normal rate [11].

Nearby Connection API

Nearby Connection API provides an abstraction of discovery and communica-
tion on a local network (Wi-Fi or Ethernet) for Android devices. To establish a con-
nection between two or more devices, at least one device, which is called host and
has a service to offer, advertise a uniquely identified service_ID. Then, other de-
vices in the same network can discover nearby applications that are advertising with

12https://console.developers.google.com
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the required service_ID and connect to them as clients. It is like a user that starts
a game and become a host for the other parties to participate in the game as clients.
Once the devices are connected, they can send and receive messages to update ap-
plication state and exchange input, data, or events between devices. In contrast to
the Nearby Message API that the payloads exchanges facilitated by the server on
the cloud, the message communication in Nearby Connection API is handled
in real-time using a multicast-enabled local network and there is not any limit for the
size of the message. This API is particularly interesting in Collaborative white-board,
Local multi-player gaming, and Multi-screen gaming application domains.

Although Google Nearby enables simple proximity-based interactions between nearby
devices and people, the current release does not support Wi-Fi Direct. Moreover, its in-
trinsic need for an active Internet connection may prevent the exploitation of Google
Nearby framework in some significant IoT scenarios where the Internet connection is
not available.

2.3.4 Prototypal Solutions

In addition to these industry-supplied solutions, many other prototypal academic solu-
tions enable P2P social interactions between proximal devices. In this subsection, we
briefly discuss similar solutions to MAGNET.

To the best of our knowledge, MAGNET is the first middleware infrastructure that
provides reliable, multi-hop, and ad-hoc communication among a large number of Wi-
Fi Direct-based mobile devices. However, other, similar solutions address infrastructure-
less networking and exploit widely available P2P wireless communication protocols,
like Wi-Fi ad-hoc, Wi-Fi Direct, and Bluetooth. Bellavista et al. [29, 30] present a
middleware infrastructure called MMHC for the multi-hop, multi-path heterogeneous
communication in mobile environments using Wi-Fi ad-hoc and Bluetooth. Their main
goal is to extend Internet connectivity to dynamic environments. They do not provide
any specific mechanism to support large numbers of devices. For instance, they do not
clarify how they manage the case in which a Bluetooth piconet13 reaches its maximum
slave capacity. As for Wi-Fi ad-hoc, it has proven to be very unreliable in the presence
of a vast number of devices [86]. It is also very energy-hungry [66] and this makes its
utilization infeasible with battery-powered devices like smartphones.

Some other works have tried to provide a P2P network based on Wi-Fi Direct. San-
tos et al. [75] propose My-Direct, which uses Wi-Fi Direct together with Bluetooth to
support flexible communication among the nodes of a mobile social network. However,
their work does not support failing group owners or clients and also it is not compat-
ible with a significant number of devices. The middleware does not provide any self-
adaptive capability, and human intervention is needed to reestablish connections with
proximal devices. Chaki et al. [35] solve the problem of failing group owners. They
assume that groups have already been created. Group members create persistent group
configurations artificially, that is, configurations without any actual group formation,
and elect a client as a backup to become owner if needed. These configurations are then
exploited14, if needed, through persistent group formation (Section 3.2). Although this

13A piconet is a network of Bluetooth devices. The specification says that up to eight devices can be connected. One device acts
as a master (server) and can host up to seven other devices as slaves (clients).

14This solution has been evaluated on Linux, which provides better access to the kernel. Since Android does not provide any
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solution can manage group failures autonomously, it does not address group saturation,
and thus it is not suitable when facing large numbers of devices. Group bootstrapping,
client failures, group saturation, and inter groups communication are not discussed in
this work. Table 2.1 compare the aforementioned middleware technologies regarding
mobility and large-scale support.

Table 2.1: A comparison in terms of mobility and large-scale support

AllJoyn IoTivity Nearby MMHC MyDirect Chaki MAGNET
Wi-Fi Direct Support X X 7 7 X X X
Device Failure Man-
agement

7 7 7 X 7 X X

Device Mobility
Support

7 7 X X 7 X X

Group Saturationa 7 7 7 7 7 7 X
Multi-hop Routing 7 7 7 X 7 7 X
Inter Group
Communicationb

7 7 7 X 7 7 X

Device Discovery 7 X X 7 X 7 X
Service Discovery X X X 7 7 7 X

a Wi-Fi Direct group saturation management
b Between Wi-Fi Direct groups

2.4 Discussion and Comparison

This section proposes a first comparison of the different industry-driven technologies
described above and discusses their suitability for various application scenarios. As
for the comparison, we have taken into account how the different technologies sup-
port device/application/service/resource advertisement and discovery, their capability
to scale to support high quantities of proximal devices, and the extent to which they
support different development platforms and devices (i.e., what operating systems and
programming languages they currently support). As a result, we attempt to clarify in
which application scenarios the different communication protocols and middleware in-
frastructures are suitable. A summary of the comparison is provided in Table 2.2.

When discussing the discovery of proximal peers, we should distinguish between de-
vice and service discovery.

Device discovery is useful in applications in which the devices that might be avail-
able in proximity are known in advance, or when they are easily recognizable from the
device’s name. This goes in the context of personal area networks, e.g., areas involving
wearable devices that can be easily identified. Proximity-based applications that need
to discover unknown devices and that are built on top of technologies that only support
device discovery, need to maintain a mapping between the device’s id and some form
of application-specific information. This mapping may be facilitated by the usage of
cloud-based storage or be maintained locally on the user’s device. For example, if we
want to use BLE beacons to identify rooms in a building, we will need to associate the
API to support persistent group configuration manually, root access would be needed, but this is not safe and suggested in Android.
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rooms with the beacons’ UUIDs. This way when the user’s mobile device comes in
contact with the beacon, it will be able to infer in what room it is.

Service discovery, on the other hand, can have two different uses. It can be seen as an
application discovery mechanism, that is, as a way to expose and discover application-
level functionality, or as a resource discovery mechanism, that is, as a way to describe
the information provided by an advertising device, as well as to clarify how they can be
accessed.

Another important aspect to take into account when developing a proximity-based
application is the moment in which the discovery has to happen. Discovery can be
performed either before or after connecting to a device. Wi-Fi Direct and LTE-Direct
can provide service information before the connection is made. This is especially use-
ful when the devices are not known a priori, and they can be filtered directly by the
application before establishing a connection. BLE, Thread, AllJoyn, and IoTivity, on
the other hand, require that the devices be connected before discovering their capabil-
ities. In Nearby Message API, the devices only discover the tokens and the message
communication is done over the Internet.

Depending on the application scenario being developed, scalability may play a sig-
nificant role in choosing one technology over another. There are two ways to evaluate
scalability. One can measure the maximum number of devices that can be discovered
and connected, as well as evaluate the topology that is created once they are connected.

As for the maximum number of connectable devices, BLE and Wi-Fi direct of-
fer limited scalability, and are therefore more suitable for small areas. Bluetooth can
only support eight devices in a Piconet, and although this could be extended using
Scatternets, this solution is not currently part of the Bluetooth specification. As for
Wi-Fi Direct, there is no theoretical maximum number of connectable devices in the
standard. Limitations are actually introduced by the saturation of the AP. The highest
number of devices that an AP can host is between 10 to 51 [6], although another ex-
periment [7] resulted in 56 simultaneous connections under low-traffic load conditions.
With Wi-Fi Direct, this number becomes even smaller due to the group owner’s power
consumption. Communication in LTE Direct is still under development. For now, only
public-safety applications can communicate by broadcasting messages. Since broad-
casting does not need a prior connection, this comparison is meaningless for LTE Di-
rect. A Thread network can host up to 300 devices simultaneously with the use of 32
routers [81].

AllJoyn and IoTivity, on the other hand, use Bluetooth and Wi-Fi Direct as their
underlying communication technologies. This means they are also bound to the limi-
tations mentioned above. Neither AllJoyn nor IoTivity is scalable; they cannot cross-
connect Wi-Fi Direct groups or Bluetooth Piconets to form a bigger network. However,
if the underlying communication channel chosen for these middleware is traditional
Wi-Fi, the number of devices could be expanded by adding additional access points to
the network.

Wi-Fi Direct can be a good choice whenever high-speed P2P communication is
needed. Wi-Fi Direct provides an open-space communication range of more than 200
meters (at regular Wi-Fi speeds), and its battery drain is limited with respect to tra-
ditional Wi-Fi networks. BLE and Thread, on the other hand, have lower ranges and
lower speeds and are suitable when energy consumption is a primary concern. With
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LTE-Direct, one can theoretically discover thousands of devices in an area of 500 me-
ters. However, since the technology is not widely available yet, the actual scalability of
device-to-device communication is still open for future evaluation. MAGNET is built
on top of Wi-Fi Direct instead of BLE or Thread. The main reason for this is the low
range of Bluetooth and 6LowPan technologies, which severely limits the functional-
ity of MAGNET low-density situations, and the devices are not necessarily very close
to each other. Moreover, in high mobility scenarios, lower radio range will result in
higher frequency of connection and disconnection, which decreases the stability of the
network.

The network topology must be evaluated with respect to its capability of addressing
application scenarios in mobility, and its ability to dynamically adapt to changes in
the proximal peers. Among the different technologies we have presented, LTE-Direct
seems to be the most promising in this sense, given the coordination role of the base
station. Wi-Fi Direct follows a star topology, with one device playing the role of the
group owner and several devices behaving as clients. Thread is a mesh network in
which devices can talk with one another either directly or via multi-hop communication.
Bluetooth devices can form Piconets in which one device plays the role of the master,
and up to seven devices play the role of slaves. AllJoyn is a star-bus. This means we
do not need to place every packet on the bus; if the packet destination is on the local
subnet, we can deliver it directly. This lead to lower congestion; with Bluetooth and
Wi-Fi Direct every packet needs to be transferred either to the group owner or to the
master. Moreover, if we have several applications running on the same device, they
all need to communicate through the group owner or the master, increasing congestion
even more. Finally, IoTivity follows a distributed bus architectures.

The actual realization of proximity-based applications also depends on the develop-
ment support provided by these technologies, both regarding the operating systems and
the programming languages they support. Wi-Fi Direct is supported by almost all of the
leading operating systems, although with some limitations as already discussed for iOS.
Although LTE Direct is still under development, initial support for Android and iOS is
already available. AllJoyn and IoTivity support all popular operating systems. The
thin client in AllJoyn and the lite client in IoTivity even allow us to support embedded
platforms, such as Arduino. Nearby is available for Android and iOS platforms

Another important factor is how easy it is to debug an application that uses one of
these technologies. How easy it is to debug a specific technology can be gauged as the
extent to which appropriate simulation or emulation platforms are available.

There are many simulators available for traditional Bluetooth. For instance, IBM
provides BlueHoc [52], an open source Bluetooth stack for the NS-2 simulator. Godfrey
Tan also provides a Bluetooth extension for NS-2 called BlueWare [80]; its main pecu-
liarity is that also supports scatternet network formation. Other well-known Bluetooth
simulators are [26] and [57]. BlueSim [47], on the other hand, focuses on simulating
BLE peripherals (e.g. heart rate or blood pressure sensors) for iOS devices.

The only publicly available simulator for Wi-Fi Direct networks is WiDiSi [27, 38],
a research-oriented prototype simulator provided as an extension of PeerSim [59]. [73],
which will be explained in detail in Chapter 3. To the best of our knowledge, WiDiSi is
the first Wi-Fi Direct simulator that supports device and service discovery, standard and
autonomous group formation, and communication between devices. It is also the only
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simulator written in Java that provides the same API as the one provided by Android.
As for IoTivity, official simulators have been provided by OCI. IoTivity Simulator is

an Eclipse plugin tool. It offers two perspectives: 1) Service Provider that manages the
creation, deletion, request handling and notifications of simulated resources and han-
dles the requests received and sending appropriate responses to clients, and 2) Client
Controller that simulates the functionality of OIC client. It can find resources of in-
terested types in the given network and provide support for sending automatic requests
(GET/PUT/POST) to remote resources [76].

No simulation/emulation platform has been introduced for Nearby, AllJoyn, Thread,
and LTE Direct yet.
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Table 2.2: Comparison in a nutshell

Bluetooth
LE

Wi-Fi
Direct

LTE
Direct

Thread AllJoyn IoTivity Google
Nearby

Type Open
Standard-
/API

Open
Standard-
/API

Open
Standard-
/API

Open
Standard-
/API

Middleware Middleware Middleware

Network Topology Piconet/
Scatternet

Star Network-
assisted
P2P

Mesh Star-Bus Bus Cloud-
based and
P2P

Device Discovery X X 7 X 7 X 7

Application Discovery 7 X X 7 X ∼ X
Resource Discovery X X X 7 X X 7

Max No. of discoverable
devices

Low Low High N/Aa N/Aa N/Aa Low

Max No. of connected de-
vices

Low Low ∼ High High High Low

Discovery Speed Slow Slow Fast N/Aa Fast Fast Slow
Supported Communication
Protocolsc

- - - 6LowPAN Wi-Fi,
Ethernet,
Serial,
PLC

CoAP Wi-Fi,
Bluetooth,
BLE, Ul-
trasonic,
Ethernet

Supported OS Linux,
Android,
Win, iOS,
OS X

Linux,
Win,
Android,
iOSd

Android,
iOS

N/Aa RTOS,
Arduino,
Linux,
Android,
OS X,
iOS, Win

Linux,
Android,
Arduino,
Tizen,
Yocto

Android,
iOS

Language Bindings All C, C++,
Objective-
C, Java

Java, Ob-
jective C

C , C++ C, C++,
Objective-
C, Java

C, C++,
Java,
JavaScript

Java,
Objective-
C

Suitable For:
Embedded Devicesb X 7 ∼ X X X 7
Low-Power Devices X 7 X X ∼ X 7
Very High Speed P2P 7 X 7 7 X 7 Xf

Mobility Scenarios 7 7 X 7 ∼ ∼ 7
Marketing X 7 X 7 X 7 X
Social Interaction 7 X X 7 X 7 X
Internet of Things X X ∼ X X X X
Open Source 7 7 7 7 X X X
Simulator availability X X 7 7 7 X 7

a Not available
b Low-Power, Low-Processing capability
c Only protocols that currently are being supported
d Only iOS to iOS is supported
d Only in Nearby Connection API which uses Wi-Fi or Ethernet for communication
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CHAPTER3
Wi-Fi Direct Simulation Environment

This chapter introduces WiDiSi, the first Wi-Fi Direct simulator that supports device
and service discovery, standard and autonomous group formation, and communication
among devices. It is also the only simulator written in Java that provides the same API
as the one provided by Android. The rest of the chapter is organized as follows. Section
3.1 is problem statement and motivation. Section 3.2 gives an overview of the PeerSim
simulator. Section 3.3 presents the architecture of WiDiSi. Its implementation is then
presented in Section 3.4, and Section 3.5 presents the evaluation of WiDiSi.

3.1 Problem and Motivation

Since the introduction of the Wi-Fi Direct standard, many companies have started pro-
viding hardware and software implementations. The most notable one is the one pro-
vided by the Android operating system. It provides a comprehensive API for discov-
ering, connecting, and communicating with other WiFi Direct-enabled devices and,
unlike iOS, it can be utilized for communication between any Wi-Fi Direct-enabled de-
vices. Unfortunately, the Android emulator does not support Wi-Fi Direct. As a result,
the only way to test an application that uses Wi-Fi direct is to use physical devices.
Moreover, even if the Android emulator were to support Wi-Fi direct in the future, its
heavy use of system memory would make it virtually useless for testing large-scale
applications.

Using physical devices, however, can pose many problems. The first obvious issue
is that, in order to test a large-scale application, one must possess a significant number
of devices. This might be very costly, or even unfeasible. On top of that, setting up
the test application on every single device, and collecting the runtime data that one
might want to analyze, can also be very hard to achieve. It can be very challenging to
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Chapter 3. Wi-Fi Direct Simulation Environment

generate a test scenario in which devices can move in arbitrary patterns, enter or leave
the system at will, or fail due of battery issues. With real devices, it can also become
hard to identify whether a problem is originating in the hardware or the software. For
example, a powerful source of noise in the devices’ proximity might jam the Wi-Fi
Direct signals and cause communication disruption. Finally, replicating a real-world
scenario might prove to be impossible, due to the fact that execution contexts cannot
easily be replicated.

The aforementioned reasons and the need for a Wi-Fi Direct simulator in work led
us to create WiDiSi. WiDiSi is, to the best of our knowledge, the first Wi-Fi Direct
simulator for Android applications. It is designed to support a large number of Wi-
Fi Direct-enabled nodes and user-defined mobility patterns. WiDiSi is highly config-
urable, and can support very dynamic situations. Indeed, a user can define complex
mobility patterns, as well as simulate devices entering and/or leaving the network, or
failing. Furthermore, WiDiSi provides the same WiFi Direct API that Android pro-
vides, making it easy to port an application being tested in the simulator back to real
devices. Finally, WiDiSi provides a graphical interface through which the user can
visualize how the large-scale simulation is proceeding.

WiDiSi is built on top of PeerSim [59], a widely-used, open-source simulation
framework for large-scale peer to peer networks. Our evaluation and verification of
the Wi-Fi direct simulator indicate that it correctly follows the Wi-Fi direct specifica-
tion [4], and that it is capable of simulating large-scale applications.

WiDiSi is also the only simulator written in Java that provides the same API as the
one provided by Android. There are some similar works that try to provide solutions to
test Wi-Fi Direct applications. Bernardo [73] developed a solution to add Wi-Fi Direct
support to the Android emulator and other third party emulators like Genymotion 1.
However, the use of emulators is already a bottleneck for large-scale scenarios. The
solution comprises a Java-based console and a Wi-Fi P2P API. The console is respon-
sible for managing groups (i.e., creation, join, and termination) and for providing the
communication channel between emulators. It also mimics the proximity of devices
by sending each application the list of claimed-to-be-proximal devices. This solution
does not support service discovery and autonomous group formation. The API offers a
limited set of features that narrow the use of this solution. Another distinctive feature is
that most of the main Wi-Fi Direct features can only be operated through the external
console, and not within the emulators.

The MOTO simulation platform 2 uses WiFi ad-hoc connection on NS-3. (NS-
3 provides a complete WiFi stack over the IEEE 802.11 interface.) MOTO utilizes
the Wi-Fi ad-hoc interface in NS-3 to evaluate the performance of different offloading
strategies in LTE networks. Although Wi-Fi ad-hoc is different from Wi-Fi Direct, this
solution can be useful for all those applications that only exploit P2P communications,
and are not interested in discovery and groups.

Finally, Harri et al. [48] developed the Wi-Fi Direct interface over Wi-Fi ad-hoc
communication in NS-3 as an extension to the iTETRIS platform [12]. However, the
implementation details are not publicly available. Moreover, NS-3 is written in C,
and they do not provide any API for Android, iOS, or any other operating system for

1https://www.genymotion.com/
2http://www.fp7-moto.eu/
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mobile devices. This means that the portability between real devices and the simulator
is cumbersome and time-consuming.

3.2 PeerSim

PeerSim [59] is a simulator that can simulate very large-scale peer-to-peer networks.
Nodes in the network join and leave continuously. It supports both cycle-based simula-
tion models and more traditional event-based ones. Since PeerSim mainly focuses on
performance simulations at the network overlay level, it does not provide any details
regarding the underlying communication network, such as the TCP/IP stack, latencies,
etc. [61]. The simulator structure is based on components (i.e. Protocol, Control, Node,
and Linkable) and makes it easy to quickly prototype a protocol, combining different
pluggable building blocks, that are in fact Java objects.

We built our simulator on top of PeerSim, instead of using other well-known net-
work simulators like NS-3 [9] or Jemula802 [74]. This decision was made for various
reasons. First of all, PeerSim is designed for Peer-to-Peer (P2P) networks, while NS-3
or Jemula802 are general network simulators. As a result, PeerSim models the under-
lying network using concepts such as delay and package drop rate, while in NS-3 or
Jemula802 the underlying communication channels are modeled in much greater detail.
As a result, PeerSim is more lightweight and can simulate more P2P nodes than net-
work simulators [61, 77]. Second, in PeerSim nodes contain identical behaviors, while
in NS-3 or Jemula802 we have to define the behaviors that are installed on each indi-
vidual node. This added flexibility may be important in certain scenarios, yet it comes
with additional costs, both in terms of the effort required to implement the system, and
of the efficiency of the running simulations. Wi-Fi Direct, on the other hand, must be
able to cope with nodes that enter and leave the network frequently; this means that the
simulator must be able to deal with these changes quickly and efficiently. This comes
more naturally in PeerSim.

When developing a PeerSim simulator one must implement the Java classes that
provide the behavior that we want to simulate. These classes implement a series of Java
interfaces provided by PeerSim. There are four main interfaces: Protocol, Control,
Initializer, and Linkable. Classes that implement the Protocol interface get installed
onto each Node (a node represents a simulated device); they identify the behaviors
that the nodes should manifest, once per simulation cycle or when triggered by an
event. Classes that implement the Control interface are used to monitor and manage
the status of the network. They have direct access to all the Protocol components and
are instantiated once per simulation. The Initializer interface represents a special kind
of Control. It is instantiated once per simulation, yet its code is run once per node
instantiation. Finally, we have one implementation of the Linkable interface per node
in the simulation; through this interface, each node provides programmatic access to a
list of its neighbor nodes.

3.3 Proposed Simulator Architecture

Figure 3.1 illustrates WiDiSi’s architecture. A Wi-Fi Direct network consists of multi-
ple devices. These are abstracted as Nodes in the simulator, and shown at the bottom of
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the figure. The various nodes are running within a Node Container, which is responsi-
ble for keeping track of what nodes are within the simulation at all times.

Every node in the simulation runs a set of Applications. These applications rep-
resent the behaviors that the node would have on a real Android device. Each node
also includes the Wi-Fi Direct Interface. This interface is what implements the Wi-
Fi P2P protocol inside the simulator; more specifically it pretends to be the Android
implementation of the specification [4].

On top of the container we have various components that are used to setup the simu-
lation, manage it, and analyze its behavior through logging and advanced visualization.
The Node Initializer is responsible for initializing each node when it is added to the
network, while the Proximity Manager is in charge of defining each node’s proximal
elements. In fact, it contains a list of all the neighboring nodes that each node can see
and connect to.

The devices in a Wi-Fi direct network can and will move; therefore, it is very un-
likely that proximity relationships will remain stable over time. On top of that, nodes
can also fail due to battery issues. These problems are simulated by the Network Dy-
namism component. It adds and removes nodes to the network according to a user-
configurable pattern, and moves the nodes as the simulation proceeds.

The Node Communication Manager handles the message exchanges occurring be-
tween nodes. These messages can be related to Wi-Fi Direct or other simulator-related
events.

The Logging component monitors how the network behaves by collecting runtime
information. It has access to all the nodes in the network, and can log data for further
analysis. The Network Visualizer uses the data collected through the logging compo-
nent to provide the user with a visualization of the evolving network.

Finally, the Scheduler is what drives the simulation engine itself; it uses PeerSim
cycles. In WiDiSi, we can arbitrarily define a duration for each PeerSim cycle. For
instance, we may decide that one cycle lasts one millisecond, and thus one second
would correspond to 1000 PeerSim cycles. All PeerSim components are synchronized
around PeerSim cycles.

This architecture allows the developer of an Android application to import the Wi-
DiSi libraries (instead of the existing Wi-Fi P2P libraries), and develop applications
that are then run inside the simulator. Although we have tried to keep the API as simi-
lar as possible to the real Wi-Fi P2P API, some minor changes were necessary, and will
be discussed in section 3.4.1.

3.4 Implementation Details

In this section, we will provide details on how the main components in the WiDiSi
simulator were implemented 3. We will start with the Wi-Fi Direct Interface; it plays
a pivotal role in WiDiSi since it substitutes the real Android Wi-Fi Direct API when
applications are run inside the simulator. We will discuss how we inject dynamism and
deal with proximity in our simulations, and how we initialize new nodes in the system.
We will examine the effects of IEEE 802.11 on the simulations, and conclude with a
presentation of our simulation visualization tools.

3The full implementation of WiDiSi is available at https://github.com/nasser1941/WiDiSi/.
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Figure 3.1: Overview of WiDiSi

First, however, we need to clarify that the behavior of each peer in the simulation,
with respect to Wi-Fi Direct, is determined and modeled through parametric delays.
The most important ones are:

• SwitchingDelay is caused by switching the channels during the search phase. It
represents the average time that two peers take to find a common channel;

• ChannelDelay mimics the time needed for the physical propagation of signals. It
is the amount of time needed to “successfully” exchange one frame between two
peers at the MAC layer;

• AuthenticationDelay is the user-dependent delay for authentication. It is the amount
of time needed for the user to accept an invitation and perform the provisioning
phase;

• EncryptionDelay is additional delay caused by the AES-CCMP encryption pro-
cess;

• PowerManagementDelay is the amount of time that a device stays in sleeping
mode;

• InternalProcessingDelay is the time taken to process a basic action.

The last parameter takes into account the Android operating system. This is im-
portant because activity scheduling within the operating system causes overheads and
delays that must be added to the time required to complete any action in a Wi-Fi direct
related operation.

3.4.1 Wi-Fi Direct Interface

The Wi-Fi direct interface is at the core of our Wi-Fi Direct simulator. It consists of
a set of classes that replicate the behavior of Android’s own Wi-Fi Direct implemen-
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tation. More precisely, these classes implement PeerSim Protocols. Their names are
WifiP2pManager, NodeP2pInfo, and EventListener (see Figure 3.2). The first replicates
the behavior of Android’s own android.net.wifi.p2p.WifiP2pManager [13].
This class provides the API for managing Wi-Fi peer-to-peer connectivity. With the
help of this class, an application can discover available peers, set up connections and
query for the list of peers. We tried to keep the behavior of this API as close as possi-
ble to the one proposed by Android. Unfortunately, this was not entirely possible, and
as a result, we do not currently support all the features made available by Android’s
implementation.

Android 
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Figure 3.2: Main components of the WiDiSi implementation

An initial limitation is that WiDiSi is a single-threaded simulator; this means that
all its internal components synchronize around PeerSim cycles. Android applications,
on the other hand, can be multi-threaded. To solve this discrepancy, one can decide
to use PeerSim in a hybrid mode, i.e., one in which both its cycle-driven and event-
driven engines are used. In the following examples, we explain how to solve the multi-
threaded problem. Our aim here is to do all the processes inside one thread that are
synced around the PeerSim cycle. It is inconsequential that this technique cannot be
applied to all multi-threaded applications. In the end, one may find out that converting
his/her multi-threaded application to a single-threaded application is not feasible at all.
Assume we have a runnable in Android application like below:

delayHandler .postDelayed(new Runnable() {
public void run () {

if ( condition ){
// the code

}
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}
}, 2000;

In this code, a new thread would be created in parallel with the main thread, and
after 2000 ms "the code" will be executed. In order to remove this parallel thread in
PeerSim, we use flags and counters inside the nextCycle() method in the main activity.
For this reason, we define a condition for the nextCycle() method as follows.

long counter = 0;
boolean flag = false ;
public void nextCycle(Node node, int pid) {

if ( flag && counter >= (2000/CycleLength){
// the code counter = 0;

}else if ( flag && counter < (2000/CycleLength)){
counter++;

}
cycle++;

}

Now whenever we are interested in starting the runnable, we only need to make flag =
true. This will make the counter count for (2000/CycleLength) cycles that would be
equal to 2000 ms and then execute the code. In this way we mimic the behaviour of a
parallel thread.

A second limitation is that we only support Bonjour service discovery; we do not
support UPnP or other service discovery mechanisms. A third limitation is that the
channel that connects the application to the Wi-Fi P2P framework and channelListener
are not available since they are not needed in our simulations. In Android an instance of
a Channel is obtained by calling a specific initialize method [13]. As a result, the initial-
ize method is also not needed in our Simulator. A fourth limitation regards Android’s
use of listeners for asynchronous method calls to the API. In Android’s implementation
responses from an application are dealt with through listener callbacks provided by the
application itself. There are two kinds of listeners that are used. Some listeners are used
to inform the application whether a call to the framework has been successful or not.
We assume that all method calls are always successful and therefore, did not implement
these listeners. Others are used to inform the application that the required information
is ready to be picked up. These are important to us, and we support the following ones:

• WifiP2pManager.ConnectionInfoListener: This is the interface for when connec-
tion info is available.

• WifiP2pManager.DnsSdServiceResponseListener: This is the interface for when
a Bonjour service discovery response is received.

• WifiP2pManager.DnsSdTxtRecordListener: This is the interface for when a Bon-
jour TXT record is available for a service.

• WifiP2pManager.GroupInfoListener: This is the interface for when group info is
available.

• WifiP2pManager.PeerListListener: This is the interface for when peer lists are
updated.

NodeP2pInfo is a class that keeps information about a Wi-Fi P2P node. This in-
formation could be general device info like the device’s MAC address, its name, its
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battery level or remaining memory, or its processing capabilities. It also keeps track of
P2P device statuses, e.g., connected, busy, or invited.

Finally, class Event Listener is used to generate intents and deliver them to waiting
for listeners. An Android application, which has already implemented the required
listeners, will receive these intents whenever a Wi-Fi P2P related event occurs in the
node or the node’s proximity.

3.4.2 Network Dynamism and Proximity Manager

In order to make the network dynamic we need to be able to add and remove nodes
from the network based on a user-defined pattern; we also need to move the nodes over
time. The former is already provided by PeerSim. Indeed, PeerSim can add or remove
nodes to the network at a specified period, or based on a given period. The latter, on
the other hand, is not provided by PeerSim. To move nodes inside the network, and
keep the network up to date, we defined and implemented the following concepts and
classes:

• The geo-location of each node is based on X/Y coordinates; a node’s location is
kept within its instance of the Inet Coordinates Protocol.

• We provide a location to each node when they are added to the network. How
this is achieved will depend on the scenario, and it is the responsibility of the
Inet-Initializer component. This component is a PeerSim Initializer.

• Moving nodes inside the network is scenario dependent, and is achieved through
the Node Movement Control component. Since Node Movement is defined as
a PeerSim Control, it has access to all the Protocols and to the Linkable that are
running inside each node. The Node Movement component exploits this to change
the position of the nodes, as well as to update the proximity list of each node
based on its new location and Wi-Fi Direct radio range. The proximity lists are
maintained by the Neighbor List Linkable Protocol, which is installed on each
node.

• Proximity Observer checks the Neighbor List Linkable/Protocol component for
changes. If any change happens in the node’s proximity, it is announced to the
event listener for further actions.

3.4.3 Node Initializers

Whenever a new node is created, the PeerSim simulator proceeds to install all the avail-
able Protocols on it. However, these Protocols need to be initialized to have a correct
state. The first thing that needs to be initialized after a node is created is its neighbor list.
This is done through a Wiring class that initializes the Neighbor List Linkable/Protocol
of the new node. It also updates the corresponding lists of these neighboring nodes, so
that the information are correctly synchronized. After wiring has been performed, the
P2P Initializer starts the nodeP2pInfo Protocol.
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3.4.4 IEEE 802.11

The effects of the IEEE 802.11 MAC and PHY Layers and the wireless channel can be
summarized as i) a package drop rate and ii) a delay for package transfer. These values
are not fixed once and for all. Instead, in order to have an accurate model, we need
to calculate these for each package transmission. These are essential calculations for
our simulator and are performed by the IEEE 802.11 Control component. The current
calculations of drop rates and delays are quite basic. However, they have shown to be
accurate enough to capture the behavior of a Wi-Fi Direct enabled device.

The drop rate may depend on many criteria, such as distance, congestion, and so
on. The distance, however, is the most important one. By increasing the distance
between two peers, the strength of the receiving signals will decrease. This will result
in receiving the package with errors, which means an increase in package drop rate. The
received signal strength in free space was calculated by H. T. Friis as PathLoss(dB) =
20log10(d) + 20log10(f) + 32.44 − Gtx − Grx. d is the distance of the receiver from
the transmitter (km), f is the signal frequency (MHz), Gtx is the gain of the transmitter
antenna relative to an isotropic source (dBi), and Grx is the gain of the receiver antenna
relative to an isotropic source (dBi). To check whether a package can be delivered, we
follow the same technique used by NS-2 [79]. We use a threshold for signal strength at
the receiver’s end. If the receiving signal strength, calculated with the above formula,
is below the threshold the package cannot be transferred. The delay, on the other hand,
can be pre-calculated using another network simulator that supports IEEE 802.11, like
NS-3 or Jemula802.

For the sake of greater flexibility, we also allow users of the simulator to apply their
own calculation techniques through a plug-in mechanism.

3.4.5 Network Visualization and Logging

One of the main characteristics of a simulator is its ability to enable debugging. In this
work, we have developed a PeerSim Control called Logging that can output debugging
data to a text file.

We also provide the Visualizer component; it is a PeerSim Control that can help
understand what is actually going on inside the network. We visualize the network in
real-time using the Gephi Toolkit API [10]. Gephi is an open-source network analysis
and visualization software package written in Java. The toolkit accepts a graph (di-
rected or undirected) as an input and provides many useful tools to layout the graph,
manipulate it by changing the size or color of its nodes, provide statistics, as well as
filtering capabilities to select nodes and/or edges based on the network structure or
available data. Figure 3.3 shows an example of the device-role visualization. In this
figure, nodes are represented as circles and edges are used to display the connections
between them. The size of the group owners accounts for the number of clients that
they are currently serving. The color indicates the roles and the status of the nodes. In
addition to visualizing the graph, other useful data are also made available in real time,
such as the present and simulated time, the number of nodes within the network, the
number of connected nodes, and so on.

Figure 3.4 shows a screen shot of MAGNET on the simulations environment. As
mentioned earlier, different colors indicate different roles or status of devices inside the
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Figure 3.3: Roles and status of the nodes

network. The links indicate that a node belongs to the aforementioned group (either as
a P2P client, colored blue, or a legacy client, colored pink). If a client is connected to
two different groups, it means that it is playing the role of a bridge (red nodes). The
API provided in WiDiSi would let the application developer fine tune the visualization
parameters, such as screen refresh rate, quality of the images, and size and colors for
different roles inside the Wi-Fi Direct network.

In addition to the main visualization windows, which help the user to watch the
real-time changes in the topology of the network, there are two other windows that help
the user to monitor the quantitative values, such as the number of messages that has
been sent or the real-time logs. Figure 3.5(a) shows screen shots of the control/monitor
window. The control/monitor window lets the user apply new network parameters like
the number of nodes or the dimension of the simulated area at run time. Furthermore,
it illustrates all the necessary real-time network data to help the user understand the
status of the network better. This information includes the real-time and the time inside
the simulator, current number of groups, number of connected devices, the current
PeerSim cycle, the length of each PeerSim cycle, the average shortest path between
all the nodes inside the network (in terms of number of hops), and so on. Moreover,
the violation monitor section informs the user about any violations against the Wi-Fi
Direct specification that have happened so far. The user can print out these violations
to investigate further.

Figure 3.5(b) illustrates a screen shot of the logging window. The logging window
prints out some other (less important) logs which may be useful for the user, such as the
groups SSID and PassPhrase, The nodes that failed to join a group and so on. WiDiSi
provides an interface mechanism to help the user to print only the logs that he/she is
interested in and discard any other logs.
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Figure 3.4: A screen shot from the main visualization window
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(a) A screen shot of the control and monitor window (b) A screen shot of the logging window

Figure 3.5: Real time control, monitor and logging windows

48



i
i

“thesis” — 2017/1/17 — 22:54 — page 49 — #58 i
i

i
i

i
i

3.5. Evaluation

3.5 Evaluation

This section presents the tests we developed and the results we obtained while assessing
WiDiSi.

The first experiment checked the behavior of WiDiSi using rules and monitors. The
aim was to find out whether the simulated nodes behave like real Wi-Fi Direct devices
in a Wi-Fi direct network. To this end, we defined over twenty rules that a Wi-Fi
Direct device must comply with, as well as rules that state what the simulator must not
do. For example, a general rule says that A device cannot connect to another device
outside its proximity range, a more specific rule states that A client cannot connect to
another client directly. These rules are further divided into three categories: general
requirements that are forced by radio propagation in space, Wi-Fi Direct rules that are
defined by Wi-Fi P2P specification, and OS limitations that are forced by Android. In
the following, the most important ones have been as follows.

General rules

• A peer cannot connect to another peer outside its proximity range

• A group cannot consist of more than the pre-defined number of peers

• A peer cannot discover more than the pre-defined number of devices and services

• A peer cannot discover devices and services outside its radio range

Wi-Fi P2P specification rules

• A client cannot connect to another client directly

• A peer cannot discover other peers or services if they have not started peer dis-
covery

• A group formation cannot take more than 15 seconds after a connection request
has been received

• A peer cannot have access to group data if it left the group or if the group is not
available anymore

• A group owner is always discoverable

• When two P2P devices negotiate to decide the GO role, the device with higher
intention should become the group owner

• If the group owner fails, the group should be terminated

• The group owner role cannot be transferred inside a group before terminating the
group

• Events and notifications should be dispatched as discussed in section 3.4.1.
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Android rules

• A client cannot communicate with another client in the same group directly (the
message should be passed at the MAC layer through the group owner - channel
delay will be applied)

• The device/service discovery in a client remains active until a connection is initi-
ated, or a P2P group is formed4

These rules cover the most important aspects of Wi-Fi Direct behavior. The application
developer can guide the violation monitor component in WiDiSi to check all or part of
these rules when needed.

We associated each rule with a corresponding monitor and checked the correctness
of the simulator in two example scenarios. In both cases, the target application was a
variant of a simple chat application over Wi-Fi Direct. In this application, devices chat
with each other autonomously without any user intervention. We considered constant
delays for the main delays discussed in Section 3.4. For example, we used Jemula802
to calculate an average for Channel_Delay, and discovered that it takes around
400 milliseconds to send one package, at the network layer, from a client to an access
device. As for the other delays, literature provided the information we needed. For
instance, Levy [19] suggests a value of 200ms for the average time taken by Android to
carry out a simple action, and we used it as our Internal_Processing_Delay.
Note that the user can configure all these parametric values to make the simulation
environment more suitable to his/her needs.

The first scenario we considered was a dynamic situation with few devices. We
simulated a one square kilometer area with an average of 200 Wi-Fi Direct devices. On
top of that 100 devices were allowed to enter or leave the area periodically. Devices
moved around with a speed between 0 to 20 m/s. We ran the tests for sixteen different
speeds with identical simulation parameters. To keep the parameters constant for the
entire evaluation campaign, we used the same random seed numbers for every random
value, such as position and direction of movement.

The second scenario referred to a larger-scale, yet less dynamic, situation. We simu-
lated a one square kilometer area with 10,000 devices. In this case, devices could move
around, and their number was fixed. As for the first scenario, the application continu-
ously searched for peers and attempted to connect to those found in range. Since nodes
were moving in arbitrary directions, they would connect and disconnect. When two or
more nodes were connected to each other inside a group, they exchanged their values
and adopted the value that was closer to the calculated mean. The standard deviation of
all the values inside the nodes of the network showed how fast the values inside the de-
vices could converge, and therefore how fast these nodes could connect and exchange
data. Figure 3.6 represents the (virtual) time needed to reach a particular standard devi-
ation in the network with various speed limits. The horizontal axis represents the speed
of the different nodes, and the vertical axis represents the time needed for the standard
deviation to become less than 0.15.

Figure 3.6 indicates that when devices move very slowly, the convergence is slow.
However, when the speed increases the time needed to reach the threshold decreases.

4This rule is not fixed in different Android version. The application developer should consult the Android API documentation
for the correct implementation
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Figure 3.6: Time needed for the standard deviation to become less than 0.15 (Scenario 1)

When nodes move faster, they can discover other nodes and connect to them more
frequently, and this means that less time is needed to reach the target deviation point.
When the speed becomes 9m/s, the time starts increasing again. The trivial reason
behind this is that when nodes move too fast, they do not have enough time to complete
the procedure required to form a group: they may start negotiating for group formation,
but then leave the proximity range before completing it. The only lucky case is when
two nodes move in the same direction.
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Figure 3.7: Time needed for a 10-minute simulation with different numbers of nodes (Scenario 2). We
assume, a second corresponds to 10 PeerSim cycles

Scenario number two tested the time required to simulate a large-scale scenario.
Figure 3.7 illustrates the time needed for a 10 (virtual) minute simulation. The horizon-
tal axis represents the number of devices involved; the vertical axis represents the time
needed to simulate 10 minutes in the virtual world. (Network visualization was disabled
to obtain the maximum response time.) This test was performed on an Intel®Core™i7-
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Chapter 3. Wi-Fi Direct Simulation Environment

2670QM CPU 2.20 GHz with 6 GB of RAM and 64-bit Windows operating system.
The time increases exponentially with the number of nodes. With 2000 nodes the simu-
lator time is almost identical to wall-clock time. Needless to say, a faster computer can
help with high numbers of nodes.
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Figure 3.8: Maximum number of possible simultaneously connected devices for various radio ranges

The final experiment shows the correlation of connected devices and wireless radio
ranges (see Figure 3.8). The test was performed on ten devices in a 50 by 50 meter area.
The horizontal axis represents the radio range of each device in meters; the vertical axis
represents the number of connected devices. As we can see, increasing the radio range
resulted in higher numbers of discoverable devices and higher choices for connection.
However, the number of connected devices remained below the maximum number of
possible connections, due to higher package loss on longer distances.
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CHAPTER4
Proposed Middleware Infrastructure

This chapter presents MAGNET, a novel middleware infrastructure that exploits Wi-
Fi Direct to provide a reliable and stable communication means for large numbers of
mobile devices. This self-organizing middleware abstracts the multi-hop communica-
tion process by autonomously maintaining connectivity among devices. MAGNET also
provides a discovery mechanism that exploits the MAC address of the different devices
or the services they offer. We tested MAGNET on both WiDiSi and real Android de-
vices. The evaluation results illustrate the effectiveness of the proposed middleware
in discovering and maintaining the connectivity in large-scale dynamic scenarios. The
assessment of magnet has been discussed in details in Chapter 5.

The following chapter is organized in to two sections. Section 4.1 presents the
architecture of MAGNET, while Section 4.2 describes its implementation.

4.1 Architecture

MAGNET, our Wi-Fi Direct-based middleware, supports reliable, multi-hop communi-
cation among large numbers of Android devices. To better frame the problems MAG-
NET solves let us introduce a simple real scenario: the off-loading of LTE traffic in
a crowded district of a city. In this scenario the mobile operator must manage a large
number of devices that enter and leave each other’s proximity at will. Our proposal is
to use a solid and robust Wi-Fi Direct network among the proximal devices to reduce
the traffic the LTE tower needs to manage.

As already explained, the first step towards the creation of a Wi-Fi Direct network
is the creation of groups. Since each group can only accommodate a few devices, we
need to create multiple groups and for each define a group owner; this must be done in
a homogeneously distributed way. Owners are selected taking into account processing
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Chapter 4. Proposed Middleware Infrastructure

capabilities, battery life, and their intention to move. Note that group owners must carry
out both the “usual” functionality required by Wi-Fi Direct (e.g., act as DHCP servers)
as well as what is required by MAGNET, i.e., it must oversee routing and decide on
interconnecting groups.

After creating a first set of groups, which are established freely, some devices (nodes)
may remain unconnected. Once again, this may be due to group saturation, congestion,
internal errors, or delays in connection requests. MAGNET oversees the creation of
groups, and manages the nodes that remain unconnected allowing them to become part
of a group. If all requests to join the proximal groups fail, the unconnected device cre-
ates an autonomous group and becomes a zero-client group owner. As soon as each
device is part of a group, MAGNET starts connecting groups to form an overlay net-
work that allows all groups, and the devices therein, to be connected. Finally, MAG-
NET provides multi-hop routing among these devices to enable unicast and multicast
communication. The layered view of Fig. 4.1 illustrates the functionality embedded in
MAGNET and exemplifies the components installed on each Android device.
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Figure 4.1: MAGNET architecture

The architecture consists of three main abstraction layers. Each layer comprises
two main components: a user-configurable part and an autonomous part. Most of the
functionality provided by MAGNET is carried out autonomously to keep a Wi-Fi Direct
network connected without any user intervention. Nevertheless, some user preferences
and configurations must be taken into account.
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4.1. Architecture

4.1.1 Device Abstraction

The first layer is a platform-dependent layer that abstracts the device. This layer con-
sists of two main components. Component Radio Controller utilizes the Wi-Fi and
Wi-Fi Direct APIs provided by Android to perform discovery and communication.
This component is responsible for providing UDP/TCP socket communication between
group members. Moreover, it is responsible for registering and advertising the ser-
vices provided by a device, amongst which a special-purpose service called MAGNET.
This service contains metadata including the intention of the device to become a group
owner. It is also responsible for discovering other proximal MAGNET-enabled devices
by exploiting the Wi-Fi P2P low-level service discovery mechanism1.

Component Dynamic Intention Calculator is in charge of computing the value
of the aforementioned intention, and providing it to the radio controller when needed.
The computation takes into account the current status of the device, i.e., its remaining
battery, available memory, and computing power. The user can configure the weights
of these criteria.

The other layers of the middleware are platform-independent.

4.1.2 Group Abstraction

The second layer is in charge of ensuring that the device is part of a Wi-Fi Direct group
in any circumstance. For instance, if the device moves close to a group, moves away
from it, or must face saturation, this layer works to keep the node connected.

While devices are busy forming groups, we assume they define their roles (owner or
client) individually by looking at the intention values of their proximal devices. Each
device waits for a specific amount of time to be able to discover all the other devices
and their intention values. If the intention value of a device is higher than all the other
discovered values, the device autonomously becomes the group owner and invites the
other nearby nodes to join the group. It also continues to accept connection requests,
up to the maximum capacity. If the intention value of the device is not the highest
among the sensed ones, it simply waits for a given amount of time to see if another
device ( with a higher intention value) becomes the owner. The time each node will
wait is configurable on each device. Short delays could mean quicker group formation,
but also less optimal grouping since decisions are less meditated and there is no time
to wait for a better, more complete configuration. Note that, given our overall goal,
the best group formation is when the devices with the highest intention values become
owners, and all groups reach the maximum number of clients. The decision on the role
of a device is the responsibility of a component called Role Supervisor.

MAGNET’s owner election is borrowed from leader election algorithms [43,62,71].
Specifically, Raychoudhury et al. [71] propose a k-leader election algorithm in which
k leaders are elected, in a distributed setting, based on their weights. Diffusing compu-
tation [40] is adopted to collect the information about weights for electing the leaders.
MAGNET elects leaders (owners) locally, by only looking at the proximal devices,
while the algorithm in [71] takes a global approach and considers all the elements in
the system.

1Service discovery is needed to discover MAGNET-enabled devices. Device discovery, in contrast, would search for any
proximal device.
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Chapter 4. Proposed Middleware Infrastructure

Component Group Bootstrapping Manager is responsible for the actual creation
of groups. It is also in charge of managing connection requests, failures, new arrivals,
saturations, and empty groups (owners only). MAGNET handles all these events au-
tonomously. For instance, if a device moves out of the proximity of its group, it gets
disconnected and should perform the group-bootstrapping procedure again to connect
and become a member of another group. Connections and disconnections are kept
hidden to the user (application level). As soon as a group exists, group bootstrapping
enables the communication between devices inside a group based on MAC addresses2.

4.1.3 Communication Abstraction

The third layer is in charge of inter-connecting Wi-Fi Direct groups and providing
multi-hop connectivity between devices. The main goal of this layer is to ensure that a
group is connected to as many groups as possible in any circumstance. Since Android’s
Wi-Fi Direct does not allow a single device to be both the owner of a group and a client
of another one, we cannot connect groups through Wi-Fi Direct, but we must exploit
other “legacy” protocols like standard Wi-Fi or Bluetooth. Since a Wi-Fi Direct group
can also host legacy Wi-Fi clients, which see the owner as a standard access point,
MAGNET exploits Wi-Fi connectivity, which results in better integration compared to
using Bluetooth.

Each group owner decides which of its clients must connect to which proximal
groups. These clients, which act as bridges, then use conventional Wi-Fi APIs to try
to connect to the other groups. (The Wi-Fi Direct interface is already busy with the
participation in the first group.) If a device plays the role of group owner, component
Network Manager is in charge of discovering and managing both failing bridges and
new proximal groups. Zero-client groups can connect to the other groups via bridges,
but they also send periodic connection requests to the proximal groups, even to those
that have already rejected their requests. If the device is a client, it must only inform
its owner about any change in the proximity, that is, it must inform the owner about the
appearance of new groups or nodes.

The network manager of a group owner is responsible for making local decisions, by
only considering nearby groups. The group owner must connect its group to as many
proximal groups as possible, and it must also avoid creating multiple bridges with the
same group. In the extreme case in which all groups are in the proximity of one another,
this strategy would tend to create a fully connected mesh network. Although creating a
fully connected mesh would result in higher message costs3 and more congestion, we
prefer to keep this option for two reasons: (a) redundancy helps keep the stability of
the network in dynamic environments, and (b) there is an implicit upper bound to the
number of inter-group connections. This limitation is due to the maximum number of
clients each group can host. For instance, if the maximum number of clients per group
were four, it would not be possible to create a fully connected mesh network with more
than five proximal groups. However, a fully connected mesh network will only happen
in the extreme case in which all groups are in the proximity of one another.

Component Routing and Communication Controller is installed onto each group

2In Android, the communication within a Wi-Fi Direct group is based on IP addresses.
3Message cost here refers to the number of messages that should be propagated to perform a task such as finding the shortest

path to destination or recovering a broken link.
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owner, and is in charge of routing and communication between groups. Routing can be
based on either unique IDs (e.g., MAC addresses) or well-known service names (i.e., a
name that is known to every MAGNET-enabled device). In both cases, the source node
initiates a discovery to find whether the destination device/service is available within
the network. The dynamism of mobile devices requires that this discovery be repeated
several times (to increase the chances of success) within a time interval that is set by
the user.

When a device receives a message, and it is not able to serve the request, i.e., its id
does not match the requested one or it does not offer the requested service requested,
the device simply forwards the message to the next hop. If, on the other hand, the
requested id matches the device’s id, the device accepts the message and generates a
reply with the best path to reach it. Similarly, if the device offers the same service as
the requested one, it accepts the message, generates a reply, and forwards the message
to the next hop. If multiple instances of the “same” service are retrieved, the applica-
tion is in charge of deciding which one to use. To avoid live-locks devices discard the
messages they have already forwarded. As for identifying the next hop, since MAG-
NET generates an ad-hoc network, any routing algorithm for mobile ad-hoc networks
would be suitable. The current version of MAGNET supports two different solutions,
to better support diverse application domains. The first is the widely-used Ad-hoc On
Demand Distance Vector (AODV) routing algorithm [65]. Although AODV is designed
for dynamic scenarios, the message cost associated with its route maintenance solution
increases with the mobility of devices [64]. Therefore, for highly dynamic application
domains, we propose a simplified version of AODV without any route maintenance
protocol. This is described in more detail in Section 4.2.

As already said, group owners wait for a given amount of time before making deci-
sions about interconnecting their groups. These delays allow for a better formation of
the network; faster decisions may decrease the number of connected groups because of
the limited number of answers. After an amount of time that is set by the user, the group
owner takes its decisions even if some clients have not finished sending their results.
There are also other configurable parameters related to routing that the user can set,
to better support the peculiarities of the different scenarios and to end up with smaller
message costs in routing (Section 4.2).

4.2 Implementation

MAGNET is implemented in Java, the most common language for implementing An-
droid applications. MAGNET’s implementation had to cope with the intrinsic lim-
itations of Wi-Fi and Wi-Fi Direct, and of their implementation in Android. An-
droid classes WifiP2pManager and WifiManager provide the functionality for exploit-
ing these two protocols. This section explains how we have used them to implement
MAGNET.

As soon as an unconnected device discovers another MAGNET-enabled device in
its proximity, it starts bootstrapping a group, i.e., it starts defining roles and dispatch-
ing connection requests. However, in Android each connection request requires user
approval, a severe limitation for the operation of the middleware. In order to overcome
the problem, MAGNET only supports user approvals through the so-called Push Button
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Configuration (PBC), and disregards the Pin Method Configuration (PMC), and uses a
mechanism introduced by Octoblu4 to intercept the confirmation dialog box and accept
the connection autonomously.

Whenever a client discovers a new group, it informs its owner so that it can decide
about inter-group routing. First, each client sends its group owner the list of the (other)
groups it can “see” and their distance, estimated through the Received Signal Strength
Indicator (RSSI) provided by the wireless interface. The owner then decides the bridges
that must be set, i.e., the pairs (client, group) that need to be established. Connections
with the highest quality are preferred, i.e., connections that have the smallest distance
between devices. The number of connections that must be set is always the minimum
between the number of clients in the group and the number of groups nearby. A group
cannot create more connections than the number of its clients, and it can only create one
bridge with another group. To find the best set of bridges, MAGNET uses a Depth-First
Search (DFS) algorithm5.
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Figure 4.2: Example group topology and bridges

Fig. 4.2 illustrates a scenario that comprises a group with 4 clients, and 4 other
groups represented by their owners. This means that GO1 can create up to 4 bridges. If
we were to assume that every client (CL1..4) can see all the groups (GO2..5), we would
end up having the maximum number of possible connections. Instead, the most com-
mon case would be to have clients with limited visibility of one another; in this case
we would attempt to maximize the number of connections using the DSF algorithm.
Given the situation of Fig. 4.2, the algorithm searches for combinations that lead to
4 connections, i.e., the maximum in this example. Again, the algorithm would select:
{(CL1, GO5), (CL2, GO3), (CL3, GO4), (CL4, GO2)} and {(CL1, GO5), (CL2, GO4),-
(CL3, GO3), (CL4, GO2)}. The former would be better due to the reduced distances
between nodes, higher signal strength, and better throughput. The final selection is
obtained by exploiting the Weapon-Target Assignment (WTA) problem [49], a class of
combinatorial optimization problems. The original formulation tries to find an opti-
mal assignment between a set of weapons (clients) of various types and a set of targets
(groups) to maximize the total expected damage (throughput) to the opponent. In our
case the optimization problem can be stated as:

4https://github.com/octoblu/alljoyn/blob/master/alljoyn/alljoyn_java/helper/org/
alljoyn/bus/p2p/WifiDirectAutoAccept.java

5Since the search space is small, any greedy algorithm such as DFS or Breadth-First Search (BFS) would be fine. Note that
given k clients and n groups, the number of all possible combinations is equal to (n)k = n!/(n− k)!.
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min J =
N∑
i=1

Vi

M∏
j=1

(1− pij)
xij

subject to:
N∑
i=1

xij = 1, j = 1, 2, ...,M.

(4.1)

where N is the number of groups, M the number of clients, Vi is the value associated
with group i (the default is 1, but groups could be ranked according to their size, and
service advertisement used to inform proximal groups about these values), and Pij is
the probability that weapon j kills target i, which in our case becomes the quality of
the channel between the two entities. The solution then can be represented as:

xij =

{
1 : if client j assigned to group i
0 : otherwise

The objective is to maximize the throughput, while the constraint is that each client
can only connect to one external group. This solution provides the best combination;
moreover, the user can always change parameters vi and Pij and guide the selection.

After finding the best set of bridges, the owner sends a command to its clients to
ask them to connect to the different groups via their regular Wi-Fi interface. However,
the Wi-Fi P2P specification says that the group owner should act as a “standard” Wi-Fi
access point and have an SSID and a Passphrase6. This means that a client must search
for proximal groups using the regular Wi-Fi scan procedure, and that groups must re-
veal their Passphrases through the Wi-Fi Direct service advertisement/discovery. As
soon as a device becomes a group owner, it registers a service called GroupOwner-
PassPhrase; its metadata contains the SSID and Passphrase of the group owner. A
client that would like to connect to a group should then discover this service. We used
the same technique to advertise and discover the TCP/UDP Socket port number when
the default port number (4545) is already occupied on a device by another application.

As already said, we can easily foresee two different application domains where
MAGNET can help: one with limited mobility and heavy payloads (e.g., video stream-
ing at a stadium) and one with light payloads and extreme mobility (e.g., a chat service
in a shopping mall). The routing in these two example situations must be managed
carefully and different solutions can be taken into account.

For the first case application domanin we utilized a well-known routing protocol for
wireless sensor networks called Ad hoc On-Demand Distance Vector (AODV) routing.
This protocol was designed for mobile nodes to determine unicast routes to destinations
within an ad-hoc networks [65]. It offers quick adaptation to dynamic link conditions,
low processing and memory overhead, and low network utilization. AODV uses mes-
sage broadcasting to find the shortest path to a destination, and uses diverse routing
maintenance mechanisms to keep a route alive. However, route maintenance comes
with a high message cost in very dynamic networks. The user can play with timeouts
and route maintenance intervals to decrease the number of messages or decrease the
broken route detection time.

For the second kind of application domain, that is in which the size of messages is
small (and only occupies one UDP packet) and a fixed link between source and desti-

6We observed that SSID and Passphrase are not constant on the same device and may change in each group formation.
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nation nodes is not necessary (like sending a notification or searching for a printer in
the network), we propose an optimized heuristic routing protocol in which each mes-
sage finds its way to its destination individually. Each device processes the incoming
messages based on its role in the network (Fig. 4.3). Group owners are responsible for
checking if the destination is within their groups; if it is not they forward the message to
the nearby groups using the bridges. The routing is based on either the target MAC ad-
dress or on a service name. If the routing relies on the MAC address, the message must
be forwarded until it reaches the destination; if the routing relies on a service name, any
device that offers a service with that name accepts the message and responds to it. The
device that issues the request may then receive different responses from devices that
support the requested service. To ensure loop-free routing, we use the same solution as
AODV, i.e., we keep a history of forwarded messages for a given amount of time, and
avoid forwarding already-sent messages. Since there is no route maintenance protocol
in our solution, and only group owners and bridges act as message routers, the message
cost is much lower than the one implied by the AODV.

No matter the routing algorithm, the main challenge for exchanging messages be-
tween proximal groups in a Wi-Fi Direct network is the IP conflict problem. Inter-group
communication in Android has the following limitations:

• Android assigns a fixed IP address (192.168.49.1) to every group owner. There-
fore, it is impossible for a bridge to create two TCP sockets to two group owners
simultaneously.

• Android follows a weak-end system model; decisions about routing are only based
on the destination IP address and service type [45]. Thus, when a device is con-
nected via both Wi-Fi and Wi-Fi P2P, every unicast connection is automatically
re-directed to the Wi-Fi interface since Android prioritizes Wi-Fi over Wi-Fi Di-
rect [45]. This means that Wi-Fi Direct clients cannot use unicast communication.

• Group owners assign IP addresses to their clients individually without considering
the other groups in proximity. Therefore, in a multi-group network, many clients
may have the same IP addresses.

A few works have already tried to overcome these limitations. Funai et al. [45]
propose a time sharing mechanism in which the bridge switches between two or more
groups. Switching implies disconnecting from the current group, scanning for active
nodes, and requesting to connect to a new group. Frequent connections, scans, and
disconnections are time-consuming, and thus this solution is not feasible in many cases.
Moreover, as discussed later in Section 4.1, connection and scanning requests are not
always successful in Android and human intervention would be mandatory. Casetti et
al. [34] suggest to make group owners act as legacy clients in other groups and then
select a client to relay the packets at the application layer (Fig. 4.4(a)). To prevent IP
conflicts, they utilize UDP broadcast (instead of TCP unicast) for the communication
between group owners and their clients. However, this solution decreases the number
of connected groups. Since a group owner can only be a client in one other group, the
number of external groups a group can connect to are then restricted to one.

Similar to the solution proposed in [34], we also use UDP broadcasting between
P2P clients and group owners to prevent IP conflicts. However, instead of making a
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Figure 4.4: Inter-Group communications with different strategies - (a) Group owner becomes a legacy
client in another group and (b) A P2P client becomes a legacy client in another group (our solution)

group owner become a legacy client in another group, we make one P2P client become
a legacy client in another group and act as bridge between the two groups using the Wi-
Fi and Wi-Fi Direct interfaces simultaneously (Fig. 4.4(b)). This way, the number of
possible connections to external groups can be up to the number of clients in the group.
For the bi-directional communication between these clients and the other groups over
Wi-Fi, we can still use reliable TCP socket connections (as illustrated in Fig. 4.4(b)).
The main drawback of this solution is that UDP does not implement any retransmission
method, and it can be subject to data loss, which could be up to some 7% of the total
packets transmitted [45]. However, some proposals already exist to provide reliable
communication over UDP [46].
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CHAPTER5
Evaluation

In this chapter, we address research question four [Q.4] in section 1.2. This research
question is related to the evaluation of the correctness and effectiveness of the proposed
solution. We describe the validation of MAGNET in five different case studies and
scenarios which have been introduced in section 1.2. The selected case studies are
chosen from different application domains. Each case study address some qualitative
and/or quantitative evaluation metrics. These metrics are defined in Table 5.1 and Table
5.2.

Table 5.1: Qualitative Evaluation

Measure Assessment
Dynamism Does the network self-organize in case of devices entering/leaving/fail-

ing?
Scalability Is the middleware able to connect large numbers of devices? Does the

network able to manage group saturation?

Table 5.2: Quantitative Evaluation

Measure Metrics
Efficiency Group and network bootstrapping time, delays

Routing message cost the average number of routing messages to deliver one message
Delivery rate the average number of delivered messages

Group Connectivity the average number of devices that are connected to a group
Network Connectivity the average number of devices each device has access to
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Chapter 5. Evaluation

To conduct a first assessment of MAGNET, we have considered a simple chat ap-
plication, where every device tries to send “hello” messages to all the other devices se-
quentially. The size of sent messages is limited to embed them in single UDP packets.
We used this application to conduct two different sets of experiments: one on physical
devices and one through a simulator. We start this chapter by performing qualitative
evaluation using the simulation environment. Later, we will extend these tests on the
real devices as well.

5.1 Qualitative Evaluation

The qualitative evaluation can be organized into two broad categories: 1)dynamism,
and 2) scalability. Each of these categories is divided further into several subcategories.
This section describes the experiments we conducted to evaluate the effectiveness of
MAGNET in dynamic and/or large scale scenarios.

5.1.1 Case Study One: A Ceremony

This case study aims to verify MAGNET behavior when facing a large number of de-
vices. We consider a dense funeral with 500 people each with one smartphone(Fig.
5.1). The area is 100 square meters, and the radio range is set to 40 meter1. All devices
in this scenario are static, and we only interested to observe the correctness of MAG-
NET when facing a large number of devices. Figure 5.2 shows the simulated version
of the mentioned case study in the WiDiSi. As can be seen in Fig. 5.3 MAGNET can
connect 499 devices out of 500 using 90 groups (group connectivity). These groups
are connected to each other via bridges (red nodes). We observed that MAGNET was
able to connect the majority of the devices to each other. Later in section 5.2.3 we
provide some quantitative metrics in worst case scenarios to measure the level of the
connectivity of the network.

5.1.2 Case Study Two: A Shopping Mall

The aim of this experiment is to validate MAGNET performance in a dynamic en-
vironment. The quantitative validation of MAGNET in a dynamic environment was
performed in section 5.2. In this experiment, we consider a shopping mall (Fig. 5.4).
The important characteristic of a shopping mall is the high mobility of people who
hold the devices. In order to simulate such an environment, we considered a 500 square
meter’ district of a city with 200 mobile devices. We assumed that the Wi-Fi range is
100 meters 2. The aim of this experiment is to evaluate MAGNET in a dynamic envi-
ronment and test if the middleware is able to connect/reconnect the network when the
following events happen:

1. A P2P client leaves the proximity of its group and enters the proximity of another
group

1Although this experiment was held outdoors, high congestion would have caused the effective radio range to be minimal.
2The theoretical radio range of Wi-Fi in open space is 200 meters. However, we tried to be a little conservative, and, as a result,

we chose half of the real range in this experiment.
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Figure 5.1: A funeral in Iran

2. A group owner leaves the proximity of its group and enters the proximity of an-
other group

3. A bridge leaves the proximity of its groups, causing two groups to lose their con-
nection

4. Two groups get close to each other

5. A new device faces a saturated group

We verified the correctness of MAGNET behavior by manually moving specific
nodes to create the above mentioned events. We repeated this procedure 5x203 times.
In each round, a random node was selected and was moved to observe the behavior of
MAGNET. We observed that MAGNET was able to connect/reconnect the network in
all tests without any errors. For the sake of clarity, we only illustrate one example (out
of 20) for each of the five categories that are mentioned above.

Event.1 and Event.4 The first event is the situation where a P2P client leaves the proxim-
ity of its group. The expected behavior of MAGNET in such a situation is to reconnect
the node to the network. Fig. 5.4 illustrates the simulated version of a shopping Mall
and Figure 5.5 magnifies a part of the network. The node n.121, which has been iden-
tified by a green arrow, is manually moved to leave the proximity of its group. Since
there is not other group in the proximity of the node n.121, it will create an autonomous

320 times for each event
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Chapter 5. Evaluation

Figure 5.2: A funeral in Iran — Simulated using WiDiSi

group without any client, and will wait for a given amount of time to get connected to
another part of the network via a bridge 4. In the end, the node n.121 is able to connect
to the network by means of node n.22, which is a client of group owner n.153. Since
node n.121 was a group owner, this test also shows the correct behavior of MAGNET
when two groups get close to each other (Event.4).

Event.2 The second event is the situation where a group owner leaves the proximity
of its group, causing group termination. It is expected that the group owner and the
clients were able to reconnect with the rest of the network. Figure 5.6 illustrates such
a situation. In the first image, node n.173 is a group owner with eight P2P and legacy
clients. The second image shows that the node n.173 is out of the radio range of its
group and its clients now try to connect to another nearby groups (n.97 and n.83). The

4recall that if a zero-client group owner cannot get connected to the other part of the network using a bridge after a given
amount of time (60 seconds in our example), It will try to remove the group and search for possible group connection or resending
its request to the previous groups.
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Figure 5.3: A funeral in Iran — The network status

(a) A group of customers in a shopping mall form a proximity-
based Wi-Fi Direct network to find friends or search for a par-
ticular store in the proximity

(b) MAGNET behaviour in high mobility — Shopping Mall
simulation on WiDiSi

Figure 5.4: Case Study 2: Shopping mall
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Figure 5.5: MAGNET reaction to Event.1 and Event.4

third image shows that the node n.173 now itself is inside the proximity of another
group and becomes a P2P client of group owner n.16. By continuing on its way, n.173
is now in the proximity of another group and become a P2P client of another group
(n.49). All the first clients of node n.173 are now connected as P2P, legacy or bridge to
other groups. This example verifies the correctness of MAGNET behavior when facing
group owner failure as well. We repeated this procedure for 20 random group owners,
and MAGNET was able to reconnect the terminated groups.

Event.3 The third event is related to a situation where a bridge between two proximal
groups fails or moves. It is expected that the two unconnected groups get connected
again using another client. To test MAGNET in such situations, we move node n.28 in
Fig. 5.7, which acts as a bridge between group owner n.237 and n.111. As it is shown
in Fig. 5.7, the n.28 movement causes disconnection between two groups, however,
group owner n.237 discovers this disconnection and tries to connect again to the same
group via another client who is in the proximity of that group. In the end, the two
groups will connect again via node n.157.

Event.5 In the last qualitative test, we simulate an environment where one or more
devices face a saturated group. We assume that each group can host up to a maximum
of four5 clients in this test case. As Figure 5.8 illustrates, nodes n.79 and n.128 wanted

5We observed that Android version 5 and above limit the number of P2P clients in a Wi-fi Direct group to four.
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Figure 5.6: MAGNET reaction to Event.2

to join group owner n.53, however, the group owner had already hosted four other
clients (n.129, n.31, n.55, n.156). Therefore, the group will reject any other requests,
and, as a result, n.79 and n.128 do not have any chance to join n.53 as new P2P clients.
It is expected that MAGNET connects these two nodes to the other part of the network.
As illustrated in the third image of Fig. 5.8, n.128 and n.79 create a separate group
and then they get connected to the network via n.14, which plays the role of a bridge in
connecting groups n.79 and n.0.

5.2 Quantitative Evaluation

This section describes the quantitative evaluation of MAGNET. In section 5.1, we ob-
served the correctness of MAGNET by testing it in different scenarios. In the following,
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Figure 5.7: MAGNET reaction to Event.3

we evaluate the performance of MAGNET. We perform these tests using eight physical
devices at SCUBE laboratory, eighteen physical devices at Samsung Laboratory, and in
the simulation environment.

5.2.1 Case Study Three: Eight Physical Devices (SCUBE Lab)

This first experiment used eight devices running Android6 (see Fig.5.11). MAGNET
and the chat application were installed on every device, and we instrumented the app to
log relevant data while in operation. We also synchronized all devices by means of the
Internet time (with a one-second precision) and kept all the devices in the range of each
other. Even if this last constraint was not mandatory, it allowed us to keep a simple
configuration and to be sure that we were always able to create a solid network among
the eight devices.

We conducted the experiment by using the heuristic routing algorithm. The number
of devices was low, and the number of hops limited, thus a different routing algorithm
would not have created significantly different results. Since our goal was to keep the
devices connected in any possible scenario, we added random dynamism by randomly
turning Wi-Fi connectivity on and off on the different devices. We wanted to measure
the amount of time needed by MAGNET to re-organize the network and return to full
operation. In particular we wanted to measure the following:

(a) The average time needed by the eight unconnected devices to discover the others
and form a multi-group network;

(b) The average time needed by the network to recover when a group owner with one
or more (legacy) clients leaves the network or dies;

6We used four HTC Nexus 9 tablets, three Samsung Galaxy S4s and one Samsung Galaxy S6 smartphones. These devices were
running various versions of Android from 4.3 to 6.0.
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Figure 5.8: MAGNET reaction to Event.5

(c) The average time it takes a new device to enter the proximity of a group and
connect to it;

(d) The average time needed by two groups to connect via a bridge;

(e) The average time needed by two groups to discover that a bridge is not available
anymore and reconnect via another bridge;

(f) The average time needed by a new device to connect to the network when facing
a saturated group;

We repeated the tests twenty times and computed the average delays illustrated in
Fig.5.9. The highest delay refers to the case in which a group owner fails. This is why
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Chapter 5. Evaluation

owners must always be selected carefully, instead of simply using a random approach,
to avoid long interruptions in the network’s operation.

It is worth to mention that the delay values in Fig.5.9 are mainly related to fixed
amount of time, which is set by the user (application developer). As noted earlier in
Section 4.1, it is possible to change this amount of time in different application domains
and, as a result, decrease the delay values in Fig.5.9; however, it may reduce the number
of connected devices or groups as well. In other words, It is a trade off between network
formation delay and network connectivity performance, and it is up to the application
developer to choose the best amount of time for his application domain.
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Figure 5.9: Average delay for rehabilitating the network to working condition after various events (8

devices)

Fig. 5.10 illustrates the relationship between the message delivery delay and the
number of hops. Since the average delay for zero-hop deliveries is below one second,
and we are not able to measure times smaller than a second, we used a default 500 ms
for them.
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Figure 5.10: The relationship between delays in message delivery and the number of hops (8 devices)

To measure the message drop rate, we considered a network with three groups and
two bridges. We considered this configuration as baseline to have paths with a dif-
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ferent number of hops (messages have to pass from zero to four hops to reach their
destination) and different communication types (messages exchanged between group
owners, clients of the same group, clients of different groups, etc.). Thus, we first kept
the network unmodified to calculate the message drop rate in a stable situation with a
maximum number of four hops per message (Fig. 5.11). After some experiments, we
decided that each device had to send a message to all the other devices in the network
every 5 seconds. Out of a total number of 672 sent messages, 642 messages were de-
livered successfully, for a drop rate of only 4.46%7. Since this value is measured in a
static network, it can be regarded as the minimum drop rate. To measure the drop rate
in a dynamic context, we turned the Wi-Fi receivers on and off on the different devices.
Out of the 9560 messages we sent, 5674 messages were delivered successfully, with a
drop rate of 40.9%. This high drop rate is due to the fact that the source device does
not know whether the destination is connected to the network at the time of sending the
message. This situation requires the adoption of a timeout mechanism to re-send the
message if the response does not arrive within a given time interval.
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Figure 5.11: The topology of the network for measuring the baseline for message drop rate

5.2.2 Case Study Four: Eighteen Physical Devices (Samsung Lab)

Since gathering a higher number of physical devices at a university laboratory was
difficult, we performed the second experiment with eighteen tablets in a Samsung lab-
oratory in Milan. These included six Galaxy Note 10s with Android version 5.1.1 and
twelve Galaxy Tab 4s with Android version 5.0.2 (Fig. 5.12).

Since we did not have access to a USB hub with the required amount of ports, we
used Google Drive to send installation files and collect debugging logs. Similar to the
previous case, we synced the clocks on each device with the Internet time and kept all
devices in range to be sure that we could create a solid network. The maximum number
of clients per each Wi-Fi Direct group was limited to four by Android8.

7This drop rate comes from the uncertainty in UDP transmissions and is not related to MAGNET’s operation. It can thus be
considered as a baseline drop rate.

8This value was fixed by the Android OS
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Figure 5.12: Experiment on eighteen devices at Samsung Lab

Similar to the previous test on eight devices, we conducted the experiment by us-
ing the heuristic routing algorithm. To add dynamism to the network, we used two
techniques: 1) turning Wi-Fi connectivity on and off on the different devices, and 2)
guiding the application to remove its current groups and start searching again for a new
connection. The former mechanism mimics the situation where a device dies because
of the battery. In this situation, a device needs to start the Wi-Fi again, which adds
some delays to the group/network formation. The last mechanism mimics the situation
where a device moves from the proximity of one group and enters the proximity of an-
other group. In this situation, there is no need to wait until the Wi-Fi radio is activated.
The combination of these two mechanisms helps to generate more realistic scenarios.
For the first experiment, we wanted to measure the average delay mentioned in section
5.2.1. We repeated the test ten9 times and computed the average delay, illustrated in
Fig. 5.13.

By comparing the values in Fig. 5.9 that are related to the experiment on eight
devices with the values in Fig. 5.13 that are linked to the experiment on eighteen
devices, we can state the following conclusions:

1. The highest delay still belongs to a situation where a group owner dies.

2. Group/network bootstrapping delays in the experiment with eighteen devices are
clearly greater than the experiment with eight devices. This increase was clearly
observed during the experimentation. The obvious reason behind that is the group
saturation. As mentioned earlier in chapter 4, the best group formation is when the
devices with the highest intention values become owners, and all groups reach the
maximum number of clients. Since the number of devices is high, we end up with
the greater number of groups that reach their limits. Therefore, when a new device
sends its request to join a group, the chance for the request to get accepted is lower,
since most groups have already reached their maximum client capacity. In the
occurrence of this event, the new devices should repeat the group bootstrapping

9Since access time to the Samsung laboratory in Milan was limited, we were not able to have more trials. However, even this
number of trials is enough to show the performance of MAGNET

74



i
i

“thesis” — 2017/1/17 — 22:54 — page 75 — #84 i
i

i
i

i
i

5.2. Quantitative Evaluation

50.5

70.8

23.2
25.9

42.6
45.5

0

10

20

30

40

50

60

70

80

(A) Eighteen
unconnected devices
form a multi-group

network

(B) A group owner
leaves the network or

dies

(C) A new device
enters the proximity

of a group

(D) Bridging between
groups

(E) A Bridge dies (F) A device faces a
saturated group

D
el

ay
  (

Se
co

n
d

)

Type of Delay

Figure 5.13: Average delay for rehabilitating the network to working condition after various events (18
devices)

procedure, which increases the delay. This explanation can be extended to all
delay items in Fig. 5.13.

3. The delays related to the experiment on eighteen devices are almost twice the ones
on eight devices. One could conclude that these delays would increase linearly to
correspond with the number of devices. However, this conclusion may not always
hold true. Many factors affect the group/network bootstrapping delays (such as
signal congestion, group capacity, network topology, environmental noise, and the
distance between devices). Therefore, without further experiments with a higher
number of devices, such statements are not correct.

Fig. 5.14 illustrates the relationship between the message delivery delay and the
number of hops. The stated delays are an average of ten thousand delivered messages.
The experiment with eighteen devices clearly outperforms the experiment on eight de-
vices in terms of delivery delay per hop. For instance, the delivery delay for four hops
in this experiment is 2.39 seconds. That is much better than 3.18 seconds in the ex-
periment on eight devices. However, we can argue that this decrease in the delay is
not related to MAGNET, since these values are measured in a static network. Other
possible reasons for such a difference could be the better hardware of the tablets, or the
consistency of the platforms (all devices were Samsung tablets with Android 5).

Fig. 5.15 illustrates the maximum and the minimum values for message delivery
delay per hop. As can be seen from this figure, the minimum values for one to seven
hops are below one second. Moreover, the highest value is related to three hops. How-
ever, these numbers are not meaningful unless we also provide the standard deviation
for each set of data10 (Fig. 5.16). Standard deviation shows us how much closer to
the mean value the actual data points are. Therefore, the most consistent data set in
our experiment belongs to zero hops and eight hops, where most of the data points are
very close to the mean, and the least consistent data set is associated with the two hops,

10Each set contains one thousand data points
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Figure 5.14: The relationship between delays in message delivery and the number of hops (18 devices)

where most of the data points are far from the average. One reason behind this is that
the chance to reach devices over eight hops is lower than two hops. Those packets that
can reach the destination are probably have traveled the same route with the same delay.
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Figure 5.15: The maximum and the minimum message delivery delays per hop (18 devices)

To measure the drop rate in a dynamic context, we turned the Wi-Fi receivers on
and off on the different devices. In addition to this, we guided the application to exit a
group and restart the group/network bootstrapping procedure. We guided the applica-
tion on each device to broadcast a message to all other devices inside the network every
10 seconds11. Out of the 11, 304 messages we sent, 7, 788 messages were delivered
successfully, with a drop rate of 31.1%. In this experiment, two factors are working
against each other. On the one hand, the higher number of hops will increase the drop
rate, since each hop utilizes an unreliable UDP transmission. On the other hand, the
greater number of devices will result in a higher number of paths between sender and
receiver, which leads to a better chance for a message to reach the destination. As

11This number is chosen to prevent message congestion
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Figure 5.16: The standard deviation of delay values per hop (18 devices)

can be seen, the latter factor is more important than the former one. In an experiment
with fewer hops and a smaller number of paths, the drop rate was 40.9%, and in this
experiment with more hops and a larger number of paths, the drop rate is reduced to
31.1%.

5.2.3 Case Study Five: Simulations on WiDiSi

Although the use of physical devices provides more accurate results and can help bet-
ter explain the behavior of our middleware in real scenarios, it comes with diverse
problems. Clearly, the first issue is the availability of the (high) number of required
devices, which may be costly or even impossible in a university research laboratory.
The other obvious problem is that the complexity of designing meaningful experiments
increases with the number of used devices. Devices should move according to prede-
fined patterns, enter or leave the system at will, or fail due to battery issues. Moreover,
a powerful source of noise in the devices’ proximity may jam the Wi-Fi Direct signals
and cause disruption.

These are some of the reasons why we decided to use our Wi-Fi Direct simulator,
called WiDiSi [27], to conduct some experiments with large, complex scenarios. WiDiSi
allowed us to simulate large-scale Wi-Fi Direct networks with various mobility patterns.

The experiment on the simulator considered the same chat application introduced
above, but this time we used the AODV routing algorithm. The metric of interest is now
the degree of network connectivity, defined as (1) the average number of devices that
are connected to a group (group connectivity), and (2) the average number of devices
each device has access to (network connectivity).

Even if we claim that MAGNET can always keep all devices connected to each other,
some devices may be temporarily out-of-range. For instance, in Fig. 5.17, the different
clusters12 of the network are out of range of each other and there is not possibility to

12A cluster is a set of connected devices that are not connected to the other part of the network (probably because they are out
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Figure 5.17: A section of the network with four separate clusters
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connect them to each other via one or more bridges.
Our experiments considered a dense test scenario with 250 devices randomly dis-

tributed in a 1km2 open space (A section of the network is illustrated in Fig. 5.17). The
theoretical radio range of the devices is 200 meters; however, because of the usual con-
gestion, we set it to 80 meters. Although it is still possible that a device go of-out-range
and thus remains unconnected, the chance is low in this scenario. Fig. 5.18 illustrates
the relationship between the speed with which devices move and the two metrics of
interest.

Fig. 5.18 shows that when they move at a given speed and when the network is
static, MAGNET can connect almost all the devices to a group (group connectivity
would be 100%) and that, on average, each device has access to some 71% of the other
devices in the network (network connectivity). When the devices start moving, these
figures decrease. For example, when devices move at a normal human speed (i.e., 3
m/s), group connectivity becomes 94% and network connectivity drops to 42%. Since
devices move from one group to another, the use of a store-and-forward technique can
provide message delivery even if different subnets are not physically connected to each
other in that moment. For example, if node 100 of Fig. 5.17 stored the messages of its
current group and moved to the proximity of node 173, it could forward stored messages
to the devices of that cluster.
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of range of the other parts).
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5.3 Threats to validity

Internal validity The experiments on the physical devices (Fig. 5.9) illustrate the rela-
tionship between the type of movement/failure and the time required for the network to
reform. If some clients die at the same time the delay for network reformation is not
the same as when only a bridge dies or moves. This is why we kept all the devices in
the network static, except for the one being tested, to be sure that the result was only
affected by that single device and not by any other event in the network. Moreover, all
devices in a group keep track of the configuration of the group and in the future they can
bypass the authentication process. As a result, while configurations are saved, the time
needed for forming groups decreases. To mitigate this problem, we did not consider
sequences of events of the same type one after the other, but we randomly generated
sequences of events of different types.

External validity First of all, we need to comment on the generality of results obtained
with “only” eight devices. Since decisions in MAGNET are taken locally without any
global knowledge of the network, we are confident that obtained results can be gener-
alized. Note that our experiments were carried out in a real context (our laboratory)
with many different sources of noise at the same frequency (Wi-Fi networks and lots
of Bluetooth and ZigBee devices). As long as the density of devices in the space does
not preclude regular Wi-Fi communication, the number of devices does not effect the
behavior of MAGNET.

It is true however that more experiments with many more devices are needed. We
could only make use of an in-house built simulator, and thus we could only resemble
a “reasonable” behavior. More accurate models of the MAC and PHY layers would
have allowed us to further refine obtained results. We need to study in more detail how
MAGNET behaves when the drop package rate at the MAC layer becomes too high.
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CHAPTER6
Conclusion and Future Directions

We started the thesis by describing the Internet of Things and the various types of
communications in this area. We presented different research questions that related to
the limitations in exploiting Wi-Fi Direct in large-scale dynamic application scenarios
and the lack of a simulation environment for Wi-Fi Direct. In this chapter, we conclude
the thesis by indicating the solutions provided for each research question. We also
discuss related work and provide some final considerations.

6.1 Answers to Research Questions

This section restates the research questions and examines the contribution of this thesis
for each one.

6.1.1 Research Question One [Q.1]

The question: Is Wi-Fi Direct a suitable candidate to enable proximity-aware interac-
tion of smart things in an IoT scenario?

The answer: To answer the first question [Q.1], we performed a survey of the most
promising middleware technologies and wireless communication protocols that can
support (future) proximity-based applications. In the following, we give a summary
of this review.

1. We discussed Bluetooth, Wi-Fi Direct, 6LowPan, Thread, and LTE Direct in this
survey. In addition to wireless communication protocols, a developer may benefit
from middleware infrastructures to perform more sophisticated tasks. The use
of middleware would also provide better interoperability, reusability, and security
compared to using embedded APIs. In this survey, we discussed AllJoyn, IoTivity,
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Chapter 6. Conclusion and Future Directions

and NearBy as the most promising middleware technologies in this application
domain. The communication in these middleware infrastructures is independent
of the transport layer, and this means that it can be changed transparently from the
application’s perspective.

2. We claimed that this overview could provide a first step in helping developers
choose the most appropriate technology stack for their application. This choice
will largely depend on the functional and non-functional requirements of the ap-
plications, the available devices, and the type of proximity-based discovery and
communication required. Complex applications can also benefit from choosing
a combination of these technologies. For example, LTE-Direct can be used for
scalable discovery and Wi-Fi Direct for high-speed communication.

3. We argued that Wi-Fi Direct is a suitable candidate for our working scenario re-
garding speed, range, power consumption, stability, and wide availability in smart-
phones compared to the other communication protocols. The low radio range of
Bluetooth, the unavailability of 6LowPan and Thread on smartphones, and the
centralized control of LTE-Direct and its intrinsic inability for communication in
all situations are the most significant drawbacks of these protocols for their use in
enabling the proximity-aware interaction of smart things in an IoT scenario.

4. We have also emphasized the Wi-Fi Direct limitations in IoT scenarios. We stated
that the number of devices and services that a Wi-Fi Direct device can discover
and connect to are very limited. Moreover, Wi-Fi Direct cannot handle mobility
of devices. We concluded that a middleware infrastructure is needed to address
these limitations in a large-scale mobile environment.

5. Finally, it is worth mentioning that the success of (future) proximity-based ap-
plications will not only depend on the adopted technology, but also on the added
value they will be able to offer to their users.

6.1.2 Research Question Two [Q.2]

The question: How is it possible to remove Wi-Fi Direct intrinsic limitations and ex-
ploit it to connect a large number of devices?

The answer: To respond to the second question [Q.2], we proposed MAGNET,
a Wi-Fi Direct-based middleware for the interaction of Android devices in proximity.
The thesis discusses both the overall concepts behind the MAGNET and the key design
and implementation decisions to make things work and find a proper solution to the
well-known reliability and scalability issues that hamper the broad adoption of Wi-Fi
Direct. We proposed the concept of multi-group management and communication. In-
stead of hosting all devices in one group, which is practically impossible, we proposed
creating several independent Wi-Fi Direct groups and then connecting groups to each
other via some devices that play the role of a bridge between groups. In this way, any
number of devices can become connected to each other. The MAGNET manages the
group’s formation and decides the devices’ roles (group owner, client or bridge) by
considering relevant criteria. We also proposed a novel solution for intergroup routing
and communication to enable multi-hop communication inside a Wi-Fi Direct network.
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6.2. Future Directions

6.1.3 Research Question Three [Q.3]

The question: How is it possible to manage mobility in a Wi-Fi Direct network to offer
a stable connection to the application?

The answer: Mobility management is another feature of the proposed middleware
infrastructure. MAGNET autonomously tries to keep the multi-hop connectivity be-
tween devices and also provides proper interfaces to let the user configure some key
parameters, given the context of the operation. In the case of devices entering/leaving/-
failing, the MAGNET restart group bootstrapping or intergroup connection procedure
considers user preferences, to reestablish a broken connection autonomously.

6.1.4 Research Question Four [Q.4]

The question: How is it possible to test and evaluate the effectiveness of proposed
solutions in realistic large-scale dynamic situations?

The answer: The evaluation of the proposed solution has been tested on real An-
droid devices. However, due to practical limitations of testing on a large number of
physical mobile devices, we introduced a novel Wi-Fi Direct simulation environment,
called WiDiSi. WiDiSi is a prototype simulator for Wi-Fi Direct. The simulator pro-
vides the same APIs as the Android implementation of the protocol, which results in
extreme portability between WiDiSi and real devices. The evaluations conducted so far
confirm that WiDiSi is capable of creating and visualizing a large-scale Wi-Fi Direct
network.

The evaluation we carried out on MAGNET, both through our simulator and a (lim-
ited) set of devices, suggests that the middleware can provide reliable communication
between large numbers of Android devices in dynamic contexts.

6.2 Future Directions

This thesis has opened many interesting directions for the future. The focus of this work
was to remove known Wi-Fi Direct limitations. However, it is possible to exploit other
well-known communication protocols such as Bluetooth. Moreover, we need to inves-
tigate strategies for multi-protocol communication, and, probably, to enable dynamic
and intelligent protocol selection for discovery and communication. Our plan is to keep
refining the implementation of our middleware, ameliorate it with additional features
such as a store-and-forward mechanism, and addressing security/privacy issues, and
conduct a more thorough assessment of a wider set of physical devices.

Furthermore, we are eager to ameliorate the Wi-Fi Direct simulator with additional
features such as persistent group formation, power management modeling, UPnP ser-
vice advertisement/discovery, and encryption message modeling. In addition to this, the
simple exploited models for MAC, PHY, and the free space channel are not accurate
enough for some application domains. More detailed and complex models are needed
to produce a more accurate simulation. Moreover, it is necessary to carry out a more
complete and comprehensive evaluation by comparing the results produced by WiDiSi
against those obtained in a real network of Android devices.
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